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**Introduction**

The cryptocurrency market is characterized by high volatility, liquidity fluctuations, and rapid price movements. Traditional technical analysis methods are often insufficient for accurately predicting short-term price action. In recent years, the application of artificial intelligence and machine learning (ML) in finance has gained significant traction, with the aim of detecting recurring market patterns and uncovering sustainable trading edges.

Major players in the industry — quantitative funds and crypto-focused hedge funds — extensively employ ML techniques. Each type of model addresses different challenges using unique statistical architectures, ranging from microstructure signal detection and short-term order-flow modeling to regime prediction and risk-management optimization.

The goal of this project is to design and implement a complete ML-based trading system for cryptocurrency signal forecasting and strategy backtesting. The system covers the entire data processing cycle: historical OHLCV and order-flow data collection, preprocessing, feature engineering, model training, CPU-based parallelization across all cores with RAM usage monitoring, backtesting, and performance evaluation on more than ten years of BTC/USDT (or other liquid cryptocurrency) 1-minute data.

The models applied include **XGBoost**, which focuses on microstructure-level signal prediction using **2D feature matrices** (per-candle features), as well as deep learning architectures such as **CNN** and **LSTM**, which leverage **3D inputs** (sequence length × features per candle) for regime detection and macro-micro structural learning. The system enables not only signal-accuracy evaluation but also full trading-performance analysis, including win rate, risk-reward ratio, balance trajectory, and maximum drawdown, with both commissions and leverage explicitly accounted for.

The entire project is implemented in **Python**, with **PostgreSQL/SQL** used for data storage and large-scale dataset handling.

**What the XGBoost Model Currently Includes**

*(the only ML model published so far from me)*

**Data & Labels**

* Label generation for multiple TP/SL/lookahead combinations (direction-aware: \_long / \_short).
* AEA gating (accumulation/distribution, spikes, RSI/ADX, OF-5/15, trend) to reduce label noise.
* Feature validation: dtype coercion, missing-column checks, entry price calculation, and time\_to\_hit.

**Training & Parallelization**

* Joblib **loky** parallel grid over (tp, sl, lookahead) with chunked training.
* Multiprocessing task parallelism controlled by n\_jobs, batch\_size.
* Global class encoder (encoder.joblib) shared across all runs.
* Model checkpointing (checkpoints/model\_part\*.joblib) with best-model selection.
* Per-chunk feature-importance extraction (“žmogystai”).

**Memory & Performance**

* RAM guards: estimate\_gb, system\_used\_ram\_gb, and chunked I/O to prevent memory overflow.
* Unified progress bars via **tqdm** and queue updater.
* Optional downsampling for computationally heavy tasks (e.g., SHAP).

**Evaluation & Reporting**

* Mastery roll-ups: TP/SL hits, win-rate, average time-to-hit, and long/short summaries.
* Black-box opinion: predict\_proba + confidence gates + gate\_long/short for per-label execution stats.
* SHAP explainability with noise filtering and class-level diagnostics.
* Best-run tracker: best\_blackbox\_opinion.txt and best\_metric\_\*.txt.

**Simulation & Risk**

* Stage-2 simulation with leverage and fees, including reason-coded exits (TP/SL/next signal).
* Position sizing capped by max\_used\_balance.
* Outputs: preds\_log\_\*.csv, simuliacijos\_outputas\_\*.csv, and feedback bank (boost factors: win = 1.2, loss = 0.8).

**Reproducibility & Infrastructure**

* Python 3.11+, dependencies: xgboost, scikit-learn, pandas, numpy, joblib, psutil, pympler, scipy, shap, matplotlib.
* Windows freeze\_support() for safe multiprocessing.
* Deterministic seeds, consistent feature lists, and a documented **How-to-Run** workflow.

**Files Produced**

* labeliai/\*.csv — generated labels
* checkpoints/\*.joblib — trained models
* mastery\_\*.csv — mastery roll-ups
* black\_box\_opinion\_\*.csv — confidence-gated execution stats
* preds\_log\_\*.csv, simuliacijos\_outputas\_\*.csv — predictions and simulated trades
* feedback\_bank\_\*.csv — per-bar feedback signals

**Pipeline Architecture**

**Stage 1 (Data Acquisition and Feature Engineering).**  
This stage needs to be executed only once, as it prepares the dataset on which the models will later be trained. Even if model training fails (e.g., due to an error), Stage 1 does not need to be repeated.

Data is collected using **CCXT** for OHLCV and **order-flow (OF)** archives. To accelerate the process, **parallelization across all CPU cores** is applied, mainly through Python’s multiprocessing with task parallelism (n\_workers, threads).

Because of the dataset’s size, the data is stored in a **PostgreSQL/SQL** database. (Contrary to a common misconception, CSV files do not have strict row limits; however, practical constraints such as Excel’s 1,048,576-row limit and file size/IO performance make databases a more robust solution.)

From the collected CCXT and OF data, **51 features** are currently engineered. Many of them are log-transformed to stabilize variance and improve recognition by **XGBoost**. Incorporating OF metrics (buy/sell counts, volumes, deltas, etc.) provides a significant edge compared to OHLCV-only datasets.

**Stage 2 (Machine Learning and Simulation).**

This stage encompasses model training, evaluation, and simulation. As of now, three models have been developed, each addressing different tasks; two are still under active development.

* **XGBoost**: used for microstructure confirmation. Current accuracy is ~54%. With a risk–reward ratio of 1:1, the breakeven threshold for profitability is ~57%. Without trading fees, the model would already be profitable, since it exceeds the 50% baseline required for 1:1 setups.
* Importantly, the model operates on **2D inputs** (per-candle feature vectors). For example, it uses the features of a single 1-minute candle to predict whether the next move is **up** or **down**.
* The decision threshold for classification is currently set to **±10% price movement** in either direction. As illustrated in the figure, these TP/SL values have been systematically tested, showing the relationship between win rate and RR (risk–reward).

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAtkAAAG5CAYAAABbUShZAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAHgxSURBVHhe7f0HdFznmSbqvsg555wjQULMOScRECmRtmQ3acmnrZk+t+/tGU+3KPd0j++cXmNabUnUOrO6Z+Z09x2PpyWTDrJFiSSYc84RBIicc84ZuPv7a0MEKYBJVYVC4X20IKKqNsBCEbX3u//9/d9vM3fu3BEQEREREZHR2BQXF49ERETA3t5ev4tMYWhoCJWVlWhvb0dUVBQ8PT31R8jYRkZG0NXVhbKyMjg7OyMuLk5/hExBXu/6+noUFBRg8eLFsLOz0x8hU2hubsauXbvUPvujjz7S7yVTGBwcREVFhXrN09PTeZw0MdmXtLa2Ii8vD8nJyfD29tYfIVPo7+9HUVGR2mfHxMTAwcFBf4SMxVb/k4iIiIiIjIQhm4iIiIjIyBiyiYiIiIiMjCGbiIiIiMjIGLKJiIiIiIyMIZuIiIiIyMgYsomIiIiIjIwhm4iIiIjIyBiyiYiIiIiMjCGbiIiIiMjIGLKJiIiIiIyMIZuIiIiIyMgYsomIiIiIjIwhm4iInlCCT2bawOadQ/rtiR16R9tu5ifaV0zkEHbY7ND+P57x/x71PW0MHzsO6HdO5MAObbtUfFKo39aUfJz69denfjzxMyOa6gzvlbG///p7asL33It4/v3AY9R7Uv5+ee+PfQ8abo99vob3quG5Pntf8jLkZ3jWa2H4OU2xr2DIJiKiMeSAE4ud2frNp5CDYuZn+o2JHNiDvW/vQIZ+85EJ/h7tAJ35WQp2F4yg+KMU7N3ylAOkHMy37NVv6Ao/QeZPcrF9/whG9m9H7k8yHwvgRNYk4z/vRgpysfO/6O+SAz9V76nt+/eM8557UTF47772Pvr0Rb6T9r7+W+09qd7zKZiTBuR++oV2r0b2BWqbXNzKlT9L8MWn2idpc7QttZ/lU+3vuv+e9rcaT8nHmc+xL4vBtne0V/EnP31GGH9xDNlERKQbDb4pSNEOjo/RwmvqmFEpQ8AeZ7snlDy8jZSZcggda+K/59Dn2mE47V1si9cOfVvf1Q6+e7FHjWbro2Cjo2p6wE5Je/x7l+z7pXYI344dm7Ubm3don+Xil/uMP0JFZBHi30OWdjKKzzKx44AecNN2Y5f8/n+DvO9kJNnw4fSjI4a7T++Eo6Oj4arRY+9zffux7zn9a5+8evS1wi/wSwn5b0owj0HKbO2P7Fvau3D0vb0d27X3/N7P5XtqYVvbNuWdbSpYPzaSrf6uVOx459FVqdGrWobR71Skqp/F8DwMI/r6x5jvEaudcGt/GzJHn6/+8xm2fXQC//i+xngYsomIaIztyBrJwrv6rYnJaHMOdstBdEIyUgW8u3W8sann/XsmlvJRMXI+eOoTILJ6Me9nYbcE1y2GE9fd+8YfDVajutiN4hHDVR7s+Wv8qlx7YPV/wIcz5Ou14Lp1J3K1kJ71/pPf4VGALx4p1v6+MaPnY+VKoE7BHP3cN+NN7e/BbeQWliD3tvbp7B3YIW/Z27koKczVHtHuSp5o7Fp7fGYWRtTfpz2/vx1bSpKL2R9oP8dIDt7Llatfsj/RbhfsRkr2TvxUwvLmPepqmGFfo20Xr52oJ+zEbLnKpW2b9bYWvkcDeXwK1NN6+OhvMAaGbCIi0snl4QkuM8e/hxztwJSjH3wzPpWDlvr0KWSkajZSvrHdU/6eCWVgjxxERy9dawfQ0edCNL1p76d9UjYiJ55ZE74vY97Pwcg+IFNGcR8rswrHX/7hQ+3rc5E7YUgfHZXeiVgbCfNacB2njESuXGmx+dF7PkVKQbT9wL5HI9wqeGf/El/sezyQf1OKfoKu/92PGfN12r5gZGQH9sjPpYVoVYkyHr1cZe8Ww0i2KnXTR9nV99OCfO79Cb/6pTBkExGRachIlV5vSUTm9eQEYFVSkfBLvFugj2SPpYVjQ7wcrZf+JlUzLSPF6paUYDxrQqFGHyHe+xMJv3oZlx68d/5ERsYNpWHfhuHnzARkhPrr5zcxNV9DTtjVhzFq1yfGkE1ERM/2RE3285D6aOj1ls/r61GuQsPXf31gfrImewKP1VaqkavR0TCi6UWNXOthMud9LT7LILMeag0jzqMq8X//9LeqFGT32zLSO1541uuz/0uKuqJlKMP4pphkVXSB3K/rtTOwQ/ueyugJd/w2vDs6F2N2ygvtH8ZjGH3W9xOqXGUCao6G9vOpevAn6s3l5ELqw78xf+TbYcgmIiKTkIPfxPWWE9i8B1lv52Jngo2atPTCXRL0iWDqkrBMjHzK5XOi6SMG730gJ7BS7qG9tz4FkvEQuUVaxP6ff4a/fpCsykTeU91K9iLzGyezeknKZ5lqZHzC9+ZoeciYpDsaXEcnOMr3Gi3/MEyQ/HYMHVZkZF17z//tbRXkR2urDaF/dOJjBvbICL76GZ4oeXlmffjLsSkuLh6JiIiAvb29fheZwtDQECorK9He3o6oqCh4enrqj5CxyVl7V1cXysrK4OzsjLi4OP0RMgV5vevr61FQUIDFixfDzs5Of4RMobm5Gbt27VL77I8++ki/l0xhcHAQFRUV6jVPT0/ncdLEZF/S2tqKvLw8JCcnw9vbW3+ETKG/vx9FRUVqnx0TEwMHBwf9kW9DRoi1ADs76wVb/00uKTmJ/clsZBm5fIQj2URERERkBPqI+Wd7nl2vbTEM/bpTPtpl9PpshmwiIiIiMg7V7cO0EwqNS7odPeqcZEwM2URERERERsaQTURERERkZAzZRERERERGxpBNRERERGRkDNlEREREREbGkE1EREREZGQM2UREZHb379/XPyMisk4M2UREZDZ1dXX4zW9+gz179qCmpka/l4jI+jBkExGRycmS2SdPnsQ//MM/4PTp05g9ezaXKSciq8aQTUREJiWlIRKu//Ef/xHBwcH48Y9/jO9973sICAjQtyAisj4M2UREZBKjpSESsBsbG1W4/nf/7t9hxowZ+hZERNaLIZuIiIzqydKQdevW4d//+3+P1atX61sQEVk/hmwiIjKasaUhQUFBLA0hommLIZuIiL61saUhDQ0NKlzL6DVLQ4houmLIJiKilzZeaYgEbJaGENF0x5BNREQvhaUhREQTY8gmIqIXwtIQIqJnY8gmIqLnwtIQoslX8nEqbGxssOOAfseBHep26scl+h3fkvp+qfikUL/9XErwycxHz+HQOzbqOT328c4h9ZgY/Rke+5j5ifZdJnIIO2x2aP9/ZNzvIR/63zPec/j6NRtP4SdInWBb9b3GfX7yvCb+vgzZRET0TCwNIbIMMe9nYXcasHeLhE4t5G3ZC6TtRtb7MfoW39LmPdoJdQ7ei9dvP48DP8XO7BS8u3XMc9CeU7F2Yi4n5yMFu5HyWeYTYXQ7skYfH8nC9uydyJzoROHAHux9ewcy9Jsi5v2cR99bu719v/69Ph2z1ZjnkPX26Gs2vkP/ZSdy9e2fte0jGdgh2/7t+CcIDNlERDQhloYQWZoYvLdPguVeZNpkav/XAuYH72n3ju+xEd2vR2NL8F/nOCH19V+hUrt15E8dtcf1UPnYSLZhhPrrrx8zGj3Woc8l6L+LbRMF8/gUzNb+uP1worHqFMzRThxy7+fqtx9X8vA2UmZKlH55GW9u1/5/G7nyc+mj1o9G/0uQe1v/VJPxqQTzPY+F+omo75v9S3wxzsg/QzYREX2DjPyMLQ1Zu3YtS0OILEX8e9j9tv7521nYs1n//ElaYM78TB8xlhHf7J34qRpNjsF/+Nn3gYKP8WebM7Blj4wEjxMq1Qi1Pkq8XwuTn+0cp4xED6izUyYM+mokWvtjdvIEWxR+gV9qf8/4QboEX3yKx0fJX4I6EdCifsq4JwLaicsHEpZ3IlYL308tK3lSyhztFCEXt8Y5P2DIJiKix4xXGvL973+fpSFEFmPMyOtneyYua1ClHzuwR0ahE3ZqUXCMzH/FP20BivKLgB37xw/qKkBK6YT29Vv2IuWjrHHKSLSAOV5A1gOrGgFXX1v8xN8hI/H64/LctJOFnHFLXuT7TxSOn2HMc8j8bMyJhHaSkqOdeDz296nXqlgvxZGveZ5yEc1TRukZsomISGFpCNHUUPJxpmGE+W0pgdiLnaNlD2Mn7838BOfU5MBMQEai9drlR0pRNJq67+RqsX0cehiVGmWR+5PY559gOVoPLSPgmm+OYo8ZYdduTVgOUpiL22mGsP/CxtaFax8Tjvh/LQbv3R99znux50VGtMfBkE1ENM2xNIRoCtGCdOZPtHQsZSKf7lEBOPcnmYYyDj0Uq1B5/z10qhrn7dgh4TL31uMj2Vn/Fz4uADa//9dIfvDX40861Ouzc/+zfM8s7TuN5+n11DJCbJhIOEHHEu05Z32UogL8eGUaJft+CbyzbeJSlJfxjZpsQ5eQ0ZpzqQFXP9fzJHs5CdD+GK8UhiGbiGgaY2kI0VRSgk+2StlHCnb/Z0MFdcanEn5zsXPrNztcZPzn0QmSWoD829tqNNhQ1nAIP9z2W2DLP2H3v/kRPtoxJqiPpQKy9r0TZHQ8E3vTxutiEoMUVS8xwWi45mnPUTzeMeVxEt4nrOU2mgzsUTXnmeoqQKx2EvON0pix5S9jArnh5GX8QG5TXFw8EhERAXt7e/0uMoWhoSFUVlaivb0dUVFR8PT01B8hY5Mz+K6uLpSVlcHZ2RlxcXH6I2QK8nrX19ejoKAAixcvhp2dnf4ImUJzczN27dql9tkfffSRfu+Lk9KQU6dOqQ8J12vWrFEf9Mjg4CAqKirUa56ens7jpInJvqS1tRV5eXlITk6Gt7e3/giZQn9/P4qKitQ+OyYmBg4ODvojL0FGvLfcxu6CF2z9ZwWke0vm7d0ovv/NDi8cySYimkYmKg1hwCail7Z5F3an5eKX+yYay7ZWh7BHJlRO0EKRIZuIaJp4sjREJjWyNISIvj3DhMHxu4NYswzsGZl4QiVDNhGRlXuya4iEa/lIS0vTtyAiImNjyCYishJ/8Rd/AS8vL/0WS0OIiCYTQzYRkRW4ceMGPv30Uzg6OqrbLA0hIppcDNlERFZg586d6OjoQGdnJ0tDiIgsAEM2EdEU99/+23/D9evX1efSv3XPnj2qNETCNUtDiIgmB0M2EZGlGAH6+4bQ3tqLhppOVJa0ojS/GUW5TSjIbsDDu/UouN+MgXZP7cMDedrtU0duYOfO99Hd3a2+RU9PD86eOYuLFy8hICBQ3UdERObHxWjMhIvRmA8XozEvLkbzcgb6tTDd0qt99KGzvQ/dXf3o7R5Ad+cAujr6tT/70dM1oLYbHBxWH0PaR1/vAMrLKmBrZ4O4+Fj8at9fI6/khv5dH7G3d4CLsyuO7LsFD08XuHk4wt3TUf3p6u4IG1sbfUuaCBejMS8uRmNeRl2MhsbFkG0mDNnmw5BtXgzZz6Z+J9v70VDThbaWHrQ192ofPWhtkg8taLf2asG6T4Xsgf5hbXsJybZwcrFXYdrwPdT/VdBuaWmBjXa3n78f/udX/2/t3mG4OnnBzcUXDrYu8HAO1H73PdDZ04ANi9/VQrUD3L0c4eHtDA8vJ+1z7U8tcHv5uiAw1B2+ga5wcOS/25MYss2LIdu8GLJNjyHbTBiyzYch27wYsscnYbm5oQt1VR2or+pEXXUHGmu71Oh1R2sfujv61XZOrvbw9JHQ66RGmCUQy2izi6sDnLUPWy1sjyVlIVkHD6rXedt3vqPfq9H+HSSA93QPqlHxnk4ZFTeMhstIuYyOd2ofI8MjsNO+p5v2d8nfGxDirn24aWHbA0Hh7ggM8dDCuJP+Tac3hmzzYsg2L4Zs02PINhOGbPNhyDYvhmwD7WVAX88Aaio7UFnUipqKdjTVd6NFC9rNDd0q5Nra2sA/2B2+/i7wDnCFj58rvHy1gK2FWncPJ7i4SbC2V+FaRrLHK+lobW3Bh7/4UO2zf7Zrl37vIxKipcSkt2dQjYz3qBKUfkPIbu9HhypR6UVrcy+a6rq0P3u0fzMbNartqz0nvyA3BId7ICLOB+GxXvD0dta/8/TDkG1eDNnmxZBtegzZZsKQbT4M2eY1nUO2BOv+vkE1Wl2a14wKLVzXap9LeJWSkOGhYVWeERThgZAILxVefbQgK6Fa7peRa0cnOxW+pSuIhGopA5HbE5HAt0sL17LP/uijj/R7HyfPS/5dvv5TC97D8jE0ooXv0brvPlUPLiUr9dUdaKjuQkNtp3rejs522smAG4LCPBER44XoJF+ExXjDVTsJmE4Yss2LIdu8GLJNjyHbTBiyzYch27ymY8iWn7mjrQ/59xqQe7sOtZUdarS6vaVHC2bD8At0Q1S8DyK1j6BQd3j5u8DLxwXunk6ws7cxhOrRYD1xnh7X84TspzGEbsOfErwHB6Ve3DABU2rDm+q7UF7QgpL8ZrRoP5Ozi4Ma3Q4Mc0d0gi8SZwVoJwuesHew/uZUDNnmJb+TDNnmw5BtenY//vGP/06W4bW1ZTc/U5KdhwTsvr4+teNwcmLNoykNDAygra1NHRR9fX31e8lU5KRGgoicsFvzvkSF69Y+3L1Sg7NZRbhyqky11muo7dJO6OyRlB6E5RtisXh9NNIXhSFxZgBCo73U6LXUQMvkQjs720cj1y8YsIW06Dt37px6ndevX6/f+/xGR8zlOchzcdDCstR/e/k5IzDEHaFRXoiM80Fsir8avda+ArUV7SjNb0F5UQuKc5tUKYzw9nNR9d3Wanh4WO235TUPDg7mcdIMenu1E72mJvj7+6tBEjIdGfyTSdTye+3j4zMtBkjMjSHbTBiyzYsh27ysPWRL2YeUgFw5WYbj+/Jw81yF6l8tZRiJswKxclMclm+KxStLwpCQ5o+gcE9Vy+yoBW8JoaOh2hi+bcgejzw3eY62Erq1EwFXD0f4B7khNNIT0Ym+SNJ+RhnJlhOM8sIWVRZT/LAJRTlNamKll7eTqiO3NgzZ5seQbT4M2abHPQYR0QSkW0dZQQu++NU9/I+fXcKh3+Tiwc067eA0jCXrY/DDv1yA7/6bdCzZEIOk9EBVcy111jJp0RCs9W80xahRbu1nkJ8lOMJD+9kCtBOJWOz4/8zBD/7dPMxcEIK2ll7cvliJrz69j3/6+WUc2PMAjdqJCBERGTBkExE9QUJ0eXErfvP/3Ma/fHAJZw4WoaqkFR4+zti8Ywb+7G8XI3N7KlLnBiEoVIK1gyq9MNZotSWRn0l+NjdPJ1U+MmdZOLb9KB1//p+WYMN3k+Hi4oDCnEYc+2Me/ulnF3H4d7loajCsPklENJ0xZBMRaUZGpMxoCBXFLfj9P9/B//NfLuDS8RI1oVEmMP7gP8zDn/9/l2LNlnjEJvnBSwvcMmIN68vVE5JzCOmG4hfoioSZAVrITsT/qb0m3303XfXcLi1sweHf56qwffTzh2is71KTK4mIpiOGbCKa1qSuWnpKlxc248v/fR///MFlXDxWgvbmXkTGeWPHX8zFj3YuxIKVkQgKc1clFFyS3FBSIr29w6I8sTIzDn/+0yXY+k6a6qJSWdKmwvYvf3EFp74qQGNNl+q6QkQ0nTBkE9G0JJORVbgublUlDr/65BrOHylWi7VId43v/b/m4N2fLMJ8LVxLz2gnZ7ZvG4+Uk8giOmFRXli1OQH/5j8uRMZbyfDxM4TtQ7/NxWf/eB3Xz5SrntxS505ENB0wZBPRtCMrIjbUdOHyiVLs/e+3cOZgoZrIFx7rg9d/OBM//Kv5WLA6Ui057uTCcP08ZHRfloOP0F7D1a8n4J3/MB9rtD9l4Z3SvBZ89Wk29v3v+8i7V6+WeR8aYhkJEVk3hmwimjZkQmNbcw+yb9Tgq3+9r0ZZ66s6EBTmgVffTMYP/mIOFq+LRmCoB5wZrl+KKiPxdEJUgg/WvZGAP/nzOVionbBIa8D712rw+b/cVfXapXlNarl3KdchIrJGDNlEZPVkUqP0cy7Ja8bJrwrUqGrO7TrVFWSJFqrf+rNXsGxjLEIiPNXCLFbYJMTspOe2h7cz4mf449XvpeA7787CrAUhqjb78sky/PF/3cPFY6WoLmtXVxaIiKwNQzYRWTUJcHVVHbh2tlyF6wtHSlTQm7UwFFt/OBPrv5OEmCRfVerACY3GJ8uv+/i7InVOMDL/JBUZf5KC+FR/VZ99/Is8HPzNA9y7Wq1uc1SbiKwJQzYRWSWZ2Ci1vzm36nDk9w/VR2NNJ+JS/bBBC9YZ309B6txgePla99LglmC09Z9/iBtmLw7D5h/MwOotCQgMdUf+/Qbs3/NA1cUX5zWjv4+j2kRkHWzOnTs3EhoayuU0TUyW562pqUFnZyfCw8Ph5uamP0Km0N3djaqqKrV8fWRkpH4vmYKEWVkGuaSkBHPnzlVL9E62kWGgs3UE5fnduHelBjUVrXD2GEFsqgdSZwchMMxDTWicimUhbW1t+Id/+AfY29vjb/7mb/R7pxbpnd3TOYCywhbcu1qL6uJe2Nk4IjrJD+mLgxEU6QgXd33jSSTLTst+W5aeTk1N5XHSxGRfIsvYy74kNjYWnp6e+iNkCgMD2nuwrEz9XkdERKh9ChmXTVZW1khwcDBfXBOTkF1bW4uuri7ISQ1DtunIjrqnp0cdHB0dHdXOg0xHXu/m5ma1s05PT5/UIKL+7bsGUJitPZ+H3WisHoGDtm+LTvZEZJIzfEPs4OJqP6VHriWE/PM//7PaZ//lX/6lfu/Uo/1TYXBgCB2tg6gvG0RprnZiXNIGB2cbBEbZIirJDbHJvpPa3UVCtuy35cQmMTGRx0kTk/dvR0cHSktLER0dzZBtYhKyKyoq1D47LCyMv98mYJOdnT3CMxjTk521jKzKDkRGVj08PPRHyNhkRy0nM+Xl5XB2dlYjImQ6cgLZ0NCAoqIiLFy4cNJCtnQOqa1ox62LVbh/tQbN9b0IifDG3OURSJ0bCL8gF9hqT22qT2qUUdVf/OIXap/985//XL936pKrDv19w1rA7sDdy9W4d60abS3dCI50x5ylYUhfHIaA4MkZlBgcHERlZaU6iZw1axaPkyYm+xI5oSkoKFAnNd7e3vojZAr9/f0oLi5W+2w5qXFwcNAfIWOx0Q6MKmTzxTUtCdlyxighOyoqimfoJiQhW8pyRkN2XFyc/giZghwY6+vr1YFxyZIlZg/ZavS6cwAPbtVqAbsSD+/UYWhwBGnzQjBneTgS0wLg5umoPS/rqLuWwPezn/1M7bM/+ugj/d6pTf4NB/qH0dLYg5ybhn/HwgcNaqn2V7SQPX9VpJqcau5/QwnZst+Wcii5SsPjpGnJvqS1tRX5+flISkqCj4+P/giZgoRsGRyRfXZMTAx/v03AVlbrkg8yPb7O5sPX2nxG9yGT8ZpLba8sKnPyq3w1sfHulWq17Pm6rYnY8GYSZi0IVYuhWEvAHmVtv9/y88jEyIAQN7UIkExKlX7lfX2DuHq6DEe1f9vbl6rQ2zOgf4V5Tdbv93Qz9nXm603WwLqOPEQ0bUgbvqLcRmT9Jgdns4pQU96OlFeCsPVPZ2FFRjwiYrxVcOPBeuqQhWzkJCku1V+1Vsx4K0W1/5OrFLKAjfw7N9Z16VsTEVk2hmwimnJkRPPWhQoc0gL2zQuVKnCv2hyP17bPUP2vvXyd2ZZvipJzIjk5klU4F6+L0f5NU1XpT015G84cKFRhu/hhk7qKQURkyXgUIqIpY0TLVW3NvTibVazKQ/LuNcBbC9Rb9L7LkfHecHSU0Wv9C2jKUsuzezlhxrxgbHorBSszEzA0NILrZ8vVydWdy1Xo6x3UtyYisjwM2UQ0JQxrAUtGM4/+4SFOfZWPmop2JM0KxHf/TToWrImCX6ArR6+tjJwsObs4IEI7eVq9OV6tGBkQ4q7KRw7uycG5rCLtpKtH35qIyLLwiEREFm9ocBgFDxqw/7MHuHisBD3dg1j+ahy2vD1DLdft7uGkRj7JOtlrJ09yEjVvRQTe+OFMzF4cjvrqDpz4qgDHvsjXPu/UtyQishwM2URksaQ8pLuzX5UI7PvVfdy/Vg03D0ds3p6Kjd9NQmS8j6rfJetno51Eubk7InFmgBrRXpERh/7eQVw8WowvP72PkvwmdbWDiMhSMGQTkUUaGR5BW1MPzh2WEJWNsqIWxKT4481/+wqWboyBr5SHWFlrPnoGG8DB0Q4hUZ5Y90aiqtV2c3fCnUtV+MP/7y4e3KxBf9+QvjER0eTiEYqILI5avbGqA8e+yFPdJLo7+rFgRSS2/R8zMWNusGrzxtZ805eUBvkEuGLRumhs/kEqwmO8UJLXrK52XDtThq72fnUVhIhoMjFkE5FFGegfQllBCw79NlfVX0s97vJNsXj1rWREJbA8hAzkHMvDywnpi8Lw+g9nInVOkOqhLX3TT3yZj+aGLrb5I6JJxZBNRBZBRh5lQmPe3Xp89Wm2Wr1RltVe/XoC1r6RiKBwD3YPocdI0HZxc0DCjAC8tmMG5i6PUOUi5w4V4at/zUZ1WbvqoU5ENBl4xCKiSTeiJeyu9j4tWFfhq8+yUfKwCSGRntj43WSs2BSrVv1j9xCaiFzdkBU+pUZ7VWY8nLXgffuy1GnfQUF2I+u0iWhSMGQT0aSSCY4tDd24crIMB379AHVVHYib4Y9X30zG3GXhcPd04uIy9ExylcM/xM1QWqSdnAVon0vbx33/+x4e3KhBT/eAviURkXkwZBPRpJEV/KrL23HmYBGO/OGhatf3yqIw1aJNamylFIDoecnVDllSf452crZ5RxpikvxQVdKG/b/Oxs3zFeho7dO3JCIyPYZsIpoUssBMcW6j6h4iNbQSkBavjcbGN5MRneALJ2d7fUui5yddZ6SXesrsILy2w3Cy1lTXjWN/yMOVk6Voqu/WtyQiMi2GbCIyO6mRzb1Th8O/y1W1szLBcc3meKzbmoiQCE/YO3DXRN+Os4s94lL81YTIeSsj1VWS0wcK1AldXWWHvhURkenwSEZEZiW1sfeuVOPI7/OQf78BQaHu2PDdZCyTCY4BrrC1YwE2GYcsXBMe440N30nCkg0xatXIKydKcWp/AcoLW9jij4hMiiGbiMxCWvR1dfTj5oVKHN+Xh9L8JlUzKwGbExzJVOy0k7ZA7URuxaY4rMyMh7uXE26cr8CJffkofNCIwQG2+CMi02DIJiKTk4Dd0dqLa6fLceqrAlSVtSEpPVCNMM5aGMoJjmRSUu8vy/DPXxmJNa8nICjMA9k3anDyy3w8vFvHFn9EZBIM2URkUtIDu7WxG5dPlOLMwUI0VHdi5vwQrN+ahMRZAap2lsjURjuPzFoYgnVvJCImyVe1+JMR7fvX2OKPiIyPIZuITEZqXhtru3D+SLGacNaihe05S8NUyIlN8WMHETIrCdpSlpT8SpBaRTRF+7OiqFXVaN+7WoPuLgZtIjIehmwiMgkJ2PXVnVq4LsbFYyXo7OzHwjVRWLMlAZHxPmqVPiJzkxZ/Up4Ul+qPVZsTMGNuMGrK21XQvnu5Ct2dDNpEZBwM2URkdMOyyExZG05rweXyyVL09w9h6foYrHotHmEx3qrrA9FkkQm2chUlSjvZk99JKSFpqOlQ8wVuX6pU7f6IiL4thmwiMipZxbG8qAXHv8jH9TPl6r4Vm2KxMjMOweEe7IFNFkOupkTEeWP15nikLwpDY32XmgwpHXAYtIno2+LRjoiMRkpEaivacTarSI0IOjjbYfVr8ap9WkCIO+zsucshyyJXVcKivbH29QTMWx6B1qYenNBOEK9qJ4gM2kT0bfCIR0RGIQG7oaYT5w4X49aFSnh4OWHDtiQsz4hV7dNk0hmRJZKrKyGRXljzeiLmr4xCe2svjn+Rh8snytDDyZBE9JIYsonoW5OA3VzfjfNawL56shRuno5YvTkBC9dEw9PbWU02I7JksmhNUJg71myJVxN0ezoGcPKrAtw4W4u+HvbRJqIXx5BNRN+KBOzutiHkXGvHlRPlKmCv2hyPRWuj4K59TjRVyNWWgFB3VaO9eH00BvuHcetsA7Ivt6Ona1Dfiojo+TBkE9FLk4AtfbCvnapBZd4wXD0c1dLVi9dGq37ERFONCtohhqC9MiMOtnZ2yL3ejhP7CtDZ3qdvRUT0bAzZRPRSRmuwTx8oxNXTFfDycdUCdiyWrItW9dhEU5UEbb8gNyzZEI35q0Mwov134Wgxjvz+ITraGLSJ6PkwZBPRCxtRI9hawN5fiCsnS2HvOIyU+R6qltWdAZusgARtb38XzFzgixkLPWBjM4JLx0tw9POHaGvu0bciIpoYQzYRvRAZwa6v7jAE7FNlcPNwxNyVwQhPsmcNNlkVma/r5mmPhHQPtWiNtKC8fKIUx/flo6WxW9+KiGh8DNlE9NxGV3KU+lRZyVHKQqQGe/6qCDg66xsRWRMJ2l4OWLg6UnXMsbWzwVXt5PLcoWI0NzBoE9HEGLKJ6LnISo6VpVrA/jIf186Wq7KQ1VsMXURYg03WTJWO+Lmo33WZDGmj3ZaTzItHS9DCoE1EE2DIJqJnUgG7uBWn9+fjzqUqePo4Y+3riVi4mgGbpgcJ1hK0F6+LxtINMRgeGlbzES6dKOWINhGNiyGbiJ5KAnZ5YQtOHyjA3SvVKmhIwF6wKlLVYxNNFzKi7RPgisVrorBI+xgYkKBdhmuny9DSyMmQRPQ4hmwimpAE7IqiFpw5WIh7Vw0B27D0dAQDNk1Lqr1fsBsWr4vBgtWR6O8bxGUtaF8/W47WJgZtInqEIZuIxjU6yVGWSs++UaMC9uotCZizNIwBm6Y1OztbtTKklI7MWxGJ3u4B1XXk5vkKtDf36lsR0XTHkE1E3yBt+uoqO9QCHPeuVatQLS3MXlksAZs12ET29rYICvXQgnaUduIZrlaDvHhcC9oXK9HRygVriIghm4ieYFgqvROXTpTg9qUqODrbY8WmOBWwZal06R1MRFrQdtCCdrgWtNdHY/aScLS39OLisRLcuVylhe5+fSsimq4Ysonoa7KSo7Qku3xCakwrYGdrg+UbYzF3eQQ8vBmwiZ7k4GCHkAhP1XHklUWhapGac4eL1STh7k4GbaLpjCGbiJSRES1gN/Wo/r/yMazdXqoF7PmrIuHl66wFbCZsovE4ONohNMoTyzfFIn1RGJrqu3DmYIGaLNzTNaBvRUTTDUM2EamA3d7ahxvnKnDpWCkGB4axZF20alXm4++iOioQ0cQkaIdFe2GFFrRnzgtGQ00nTn5VgOybtejrGdS3IqLphCGbaJrT8jW62vtx+0IlzmYVordnQPUAlsvfPoGuDNhEz8newQ7hWtCWScIps4NQW9mBk/vykZ/dgIH+IX0rIpouGLKJpjlpP3b3WjWO78tTXRHmrohUl739gtwYsIlekL2jFrTjfLBmSwLiUvxQUdyKI79/iJK8ZgwNDutbEdF0wJBNNF2NGAL2gxs1OPZ5nuqMMGdZONZsjkdAiDsDNtFLcnCwRXSCL9ZvS0JkvI8K2Fl7c1BZ0qb6zxPR9MCQTTRN9fUN4uGdehz+/UM0N3Rj1sIwrH0jEUFhHgzYRN+SjGjHpfpj43eTEBblicKcRhzYk42aCi1oDzNoE00HDNlE01B/3xAKshtw6He5aoLWjLlBWLc1AaFRXrC1Y8Am+rakGY+Tsx2SZgVg/bZEBIS4Ie9uvRrRbqjuVJONici6MWQTTTMyAas4twmHfvsQtRXtSJwVqAXsJETE+cCOAZvIaKTtpbOrA1LnBmPt64nw9HFG9o1aZP0mR109IiLrxpBNNI0MDQyjJE8L2L/LRUVxC2JT/bSAnYioRB+1TDQRGZcEbTcPR6QvCsXqzfFwcXPEnSvVOPw7Q5kWEVkvHlWJpomhoWGUFrTg8G+l00GTmpi17o1ExCb7qVXriMg0JGh7eDlh7rIILN8UA0dHO9WT/vgXeQzaRFaMIZtoGpCAXV6oBezf5aIwpwHhMd5qkmNCWgAcnRiwiUzNxtYGXn4uWLQmGovXRWv3jODa6XKcOViI1qYew0ZEZFUYsomsnHQyqClvx/F9+Xh4tw7B4Z5Y83oCUmYHwsnZXt+KiExNuvb4Brpi2asxWLA6CgMDQ7h6ugyXjpegrblX34qIrAVDNpEVG9ECtnQPOXOwCPev1sDH31UF7LR5wQzYRJNAgnZAsDtWvxaPOUvD0d0+gEsnSnH9bDk62/r0rYjIGjBkE1kpCdgtTT1qlOzmhQq4ujlg1WtxagKWi6uDvhURmZu0yZR+9Ks3J2DmwhBVLnLxWAluXapEV3u/vhURTXUM2URWSFrwdrT14eqpMlw5Wa4mXi3PiFWXqF3dHfWtiGiySNAOi/ZSy6+nzglWvbPPHy7GnatV6O5i0CayBgzZRNZGC9jdnf24eaESl46XordnAEvWRWPJ+hjV4YCILIO0zZT+9FI6kjgrANVl7bigBe3s67Xo6xnUtyKiqYohm8jK9PYO4M6VKpw/Uoz2lh7MXxmJ5a/GwsfPRd+CiCyCDVR3n+gkX6zSgnZssi/Ki1pw/nARcm/XqZVZiWjqYsgmsiKDA0PIvVWnRsPqqzsxa0EoVmyKhX+Iu2ohRkSWRZZfd3axR1yqP1ZkxKv2mrIi67kjRSjMacTQIJdfJ5qqGLKJrMTg4DDy7zfg3OEiVJW2IeWVQKzIjENIpCeXSyeyYDJnQiYmJ6XLezYewdp7tiC7AReOFKO8qBkjMsmCiKYchmwiK6AWmymQy8zFKM5tVnWeK7WAHRXvAwdHLjZDZOnkSpO7pyNmzAnGsg0x8PJ1Qc7tOlw4WqL63BPR1MOQTTTFyWIztRUduHCsGLl36uEb5KoCdnyqPxzZC5toypAe2p7eTpi1MBQLV0fBwcEOdy9XqT7ajXVd+lZENFUwZBNNYdILu6m+C5e1g/CdS9VwdXfQAnY8ZswNhjN7YRNNOdLaTxaNWrAyEvNWRGBwcAQ3zlaoxWraW7gqJNFUwpBNNEWN9sKWA7D0w5aDs3QRmbM0jL2wiaYweS/LZOWlG2LwyqJQdHX04dKxUty/XoPe7gF9KyKydAzZRFORFrB7Ovtx+1IVzh0uxsDgMJauj8aitVHw8HJWHQuIaOqSycohER7qylTKnGB1xerU/gI8vFvP1n5EUwRDNtEU1NsziOybtTh9oADdHX2YvzxCLTbj7efCgE1kJezsbREe44U1m+MRP8NfTYA8/kUeSh42YnBgWN+KiCwVQzbRFCOjWPnZ9Tj1VT6a67sxc34olm+KRUCIm2oFRkTWw0EtVuOnBe0ERMR5o7SgBcf+mI+qklYMDbG1H5ElY8gmmkIG+odQkteEU/sL1RLMCTMDsDwjFqFRXrC149uZyBo5O9urZdeldCQg2E07yW7A8X15qKvqUJOficgy8ahMNEXI5eHKkjacPlCIkodNiIz3USPYMUl+sHfgW5nIatkALm6OSJsbrCY3e3o7I/tGrarRbmro1jciIkvDIzPRFDA8NKKWSZcV4B7erkOAdB7YGIPkWYFwdOJiM0TWTirBPLycMHtJOBauidLe9/a4fbFSLUDV0crWfkSWiCGbyMLJksotjd24fLIUty9VwtPHGUvWR2PWglD2wiaaRmRVSG9/Fy1kR2LusnB18i3tO6+eLkdPF1v7EVkahmwiC6Z6Ybf24dqZclw5UaomQcko1tzlEXDzYC9soulGVoUMCDJcyUrXe2ifPVSEu1eq0Nc7qG9FRJaAIZvIgvV09auV3s5pB9GhoWEsWBWJRVrI9vJx1rcgoulGFqsJifDEytcMq7s21nbi5FcFyLlZx9Z+RBaEIZvIQsmolCw2I51Eujr71ej1sg2x8A1w1bcgoulK9dCO9sKaLQlInBmIyuJWnNxfgPz79aqMhIgmH0M2kQWSVn33r9Xg5JcFaG3sxuzFYViZEacmPEpdJhGRg6MdohN9sW5rovpTug5J96Hi3CZVakZEk4shm8jCDA4Oq6WTT31VgNqKdsyYF4zVWxIQEumpLhMTEY2SLiOyGuTaNxJVv/w8bd9x9lAhyota9C2IaLIwZBNZkCEtYJc8bMbp/YUoK2xBbIof1m1NQnist7o8TET0GO2829nFASmzg7DqtTh4+7rgwc1aXDxSrJ2kd+gbEdFk4FGbyELIxEZZxfFMViEKHzQgKMwd67clISbJF/YM2EQ0Aemh7eruiLR5wVj2aqwqI7l7tRpXTpWhhYvVEE0aHrmJLMDw8Agaa7tUKy4ZhfLydcH6rUlIfiVQHTCJiJ5GLVbj7Yw5y8KweF00BgaGceN8hfrobO/TtyIic2LIJppkMkGprbkHF44Wq8VmnJzsVH1l+uJQODnb61sRET2d9ND2CXDFwtVRmL8yQq0EeflEKe5crkJvNxerITI3hmyiyaQF7K72Plw5WaYWnBkZHsGq1+IxZ1k4XNy42AwRvRg7O1sEhLpj6foYvLIoFA21XTh/pERdIZOuRURkPgzZRJOop2cANy9U4uKxUnR3DmDphhi1oqOHl6O6/EtE9KJkDkdIpBeWb4pTEyIrS1rVglaFDxrZQ5vIjBiyiSZJf98Q7l2twdmsIrQ0davVHJdujIW3n4sWsJmwiejlOTjaIiLOG6sy4hCX7IeiXOmhXYCygmb20CYyE4Zsokkgl21zb9fizMEC1FV3IH1h6NeLzUhdJRHRtyU9tGNS/LDytTiERnvh4Z16bZ9TiOqyNgZtIjNgyCYys8GBIZTkNePc4WJUFrchYUaACtiykIQdF5shIiORC2LSQztpZhCWvxoL30BXZN+owcVjJWio7WTQJjIxhmwiM5LVHKtK21QnkaIHjQiL8VIBO1p6YTvw7UhExiVB283TATPnh2DJuhi4uDri1oVKXDtdjtambi1oM2kTmQqP6kRmIovNNFR3qk4i2ddrVKstGV2SXths1UdEpiJzPLx8pId2OOauiFBdjK6eLMXtS1XobO/niDaRidg8ePBgJDw8HPb2PMib0vDwMCorK9HR0YHIyEh4eHjoj5CxychMV1cXKioq4OzsjJiYGP2RyTMyDLQ39+H62SqcP1IEW7sRLN0YrXcScdK3mprk9W5oaEBhYSEWLVoEW1ueu5tSS0sLfvGLX6h99s9//nP9XjKFoaEhtd9ubm7GzJkzp/xxUha9qq3sUJ1G7l2pg4+fG9ZvS0TKHH84uUz+oleyL2lra0NBQQESExPh5eWlP0KmMDAwgOLiYtjZ2SEqKgoODg76I2QsNkePHh0JCQlRLzKZjoTs2tpaFf5CQ0Ph5uamP0Km0N3djerqajg5OSEiIkK/d3LIKFFX+yAK7rTj/uUW9Pf3I3muF9IW+sBLdRLRN5yi5MAoIaS0tBSzZ89myDYxCSH/9E//pPbZO3fu1O8lU5CQLfvt1tZWJCcnW8VxcmhQgnYn7l5oRvnDLgSEumHOSl9EJLjB3nFy37uyL5GBKNmXyOAIB6NMS0K2DEbJ73VYWBgHW03A5uzZsypk88U1LQnZNTU1X4dsd3d3/REyNtlRS8iuqqpSIVvO0CeLCtgdfci+1oCbZ+sxMmSHWYuCkL7ED55+DlM+YAt5vZuamlBSUoK5c+cyZJuYhOx//Md/VPvs//gf/6N+L5mChGzZb8vVg5SUFKs5TkrQrq/sxfVTdSjKaYZvsAOWbAxFbIoP7Own7/0r+5L29na1L4mNjYWnp6f+CJmChOyysjIVsmUwijnQ+Gxyc3NH+OKanuysJfTJDkTKRbjzMB3ZUcvJTHl5uSoXkZ31ZJCALUsZ37tajRNfFqCjdQBzl4ZjeUYsAkNdYWslnUTkBHJsuQivipmWBL4PPvhA7bP//u//Xr+XTGFwcPDrcpFZs2ZZzXFS9k3SRrQ0rxWnvipEUW4jYlK8senNZEQn+sJmktqIyr5kbLmIt7e3/giZglxVHS0XiY6OZrmICdhoLzBDthmM1vZJyJaRVYZs0xkN2XKGLiE7Li5Of8S8ZLGZ3Nt1OPL5Q9SUtyFtXgjWvpGAyLjJHS0yNnm96+vr1YFx8eLFDNkmJoFv165dap/90Ucf6feSKUjIlsvp8pqnp6db13FSC9qy4qz0zj7+RZ7qnT1zQSg2vZWs2olOBtmXSGlOXl6eKs9hyDYtCdlFRUVqny3lOQzZxsfrukQmMDQ4jNL8JsPCD6VtiEvxx7KNMQiP8baqgE1EU5SNoYd24qwArMiIhV+gm+p6dOZgERpru/SNiOjb4NGeyMiGh0ZQVdaG0/sLUZTTqEaFlm+KRawWtB0cOcpLRJZB5oS4ujlgxpxgLHs1Fq7ujrh5oQIXjhSjrblH34qIXhZDNpERSYssWUlNAvaDm7XwC3ZTo0TJ6YFwdGLAJiLLIj203T2d8MriMHW1TVw5Var6+Xd29KvbRPRyGLKJjETVEzb1qBKRWxcr1YFr1WvxmLUwFM6urHUjIsskEx29fZ0xf1Uklm6IQU/3IC4cK8HNcxXo7RnUtyKiF8WQTWQEErBl5bTzR4px9ZS0RLJRAXvO0nC4eTjqWxERWSYJ2r4BripkL1oThdbGHpw7UoQ7l6swMDCkb0VEL4Ihm+hb0vI1ersHcflEKS4dK8FA/zBWZsZj4epINZpNRDQV2GpB2z/YHcsz4tQS7HUVHTh3uAg5N+tUKRwRvRiGbKJvaaBvCDfOV+C8djDqbO9TI0Ey0dHT19kqFpshoulDrsIFh3tg9Wvxqu1oeWELzmYVoeB+g7piR0TPjyGb6FsYHBjGvevVqu1VU3035i6LwOrNcfDxl+XSmbCJaOqxt7dFaLQXVm2OR3yKHwqyG3DuUBHKtMBNRM+PIZvoJQ0ODiP/foPqJFJb3oaU2UFYty0RAaEeDNhENKU5OtohOsFXC9oJCI3yxINbtaq1X21Fh74FET0LQzbRS5Be2JXFrTh9oEAtOhMR54ON30lCWLS3qmskIprStN2Yk4s9EmcGqEncXr4uuH2pCpdPlKCloVvfiIiehiGb6AXJBKC6qg6cOVCIh3fr1cj1q28lq8VmpJ6RiMgayAU5FzdHVZst80wcHGxx7Uw5rp0tR0dbn74VEU2EIZvoBUjAbqrvwvkjRbh7tQqeXk5YvzURya8EwV47ABGZC0uSyBzk18zd0xGzl4RjyYZYDA2O4NLxUty5VInuTi5WQ/Q0TAVEz2lEC9htzb24cqIMN85WwMnZAau2JCB9URicXez1rYiIrIv00JbJ3NKWdN7KCHS19+H8kRK1qi0XqyGaGEM20XOQzlXtrX24cb4cV06VQRpZLd0Yg3nLZLEZruZIRNZN9dAOcsOitdGYuSAUTXVdOHe4GAXZ9ejv42I1RONhyCZ6BgnYXR19qjzk0rFS9PUMYP7KSCxcFQkvP7bqI6Lpwc7eFiERHmotgKRZgagua8P5Q8UozWtS7UyJ6HEM2URPYVjNcQC5t+tw8VgJ2lp6MHNhKBatjYJfsBs7iRDRtOLgYIeIWG8s0YK2tPgryWvGhaMlqCxpxdAggzbRWAzZRE/R3zuIopxGtVx6Q3WnGr1Zsi4aoZFesLPj24eIphkbwNHZHrHJvmpEOzjCA3l363H5RCnqqjpVe1MiMmBKIJqALJdeXtSqZtLLSmdRCb5Ysj5G+9OHnUSIaNoytPZzUD20pUbby88Z965V49qZMrQ0dqtJ4kTEkE00LqkvrC5vx8XjJci7V4+gcE8s2RCNhBn+cHRiJxEimt5kLoqbhyNmzA3GwtVRcHK2x43zFepDemhLqR3RdMeQTfSEoaERNNZ24vLJUty/Vq0mNy5ZH43U2cFwdmUnESIiIa39PH2c8criMMxbEalKRS6fKMPty1Xo7RnQtyKavhiyicaQ0Ze2ph7Vpu/WhQp1SVRqsGctDFWjNkRE9IhM/vYJcMX8lRGYuyxcLVBz/nCxGqAYYMcRmuYYsonGkEUWrp8tx1UtZNva2mLx2mjM0Q4cnt7O+hZERDSWoYe2u6rPllHt5vpunD5QiNxbtRhh3QhNYwzZRLq+3kHcvFCJ80eK1eIK81dFYoH24aN6YesbERHRN9jZ2yAo3APLNsYgbX4wqkvbcPKrAuRnN7A+m6YthmwizUD/EO5crsKZg4Vq0s7spWGqTMQvyE3VHRIR0dPZy2I1kZ5YkRGHpPRA1f701JcFKC9s1rcgml4YsmnaGxwcVh1Ejn+Rj4aaTsyYE4wVm+IQGObBxWaIiF6Ag6MdIuN8sHpzAqKTfJFzq1aVjtRUdOhbEE0fDNk0rUknkfLCFhz9Qx6qSloRm+yHNW8kICxaFpthwCYielGOTnZqX7puayICwzxx53I1zh0qRHNDt74F0fTAkE3T1vDwCGrK23Dk97koyG5AeIw3Nr2VgphEX9jZ861BRPSynFzs1Qq567clwN3LETfOVuDisRJVjkc0XTBJ0LQkK5I1Vnfi2B/ycP9aDXwD3ZC5PVXVETJgExF9ey6uDpi1IEyNaNva2aql16VzE3to03TBNEHTjrSUksuWx/fl49bFSrh7OWGzFrBnzg/RDgQsESEiMhZXdwfMXRqBVa/Fobd7AOePFOHGuQoGbZoWGLJpWpER7JbGHtVa6trZcrUUcMb3UtQiChzBJiIyPhnIkKXXl66PQWtTL05+WYCrp8vRo4VuImvGVEHThoxgt7X04tzhIm0HX6ZGrddtTcKCVVFw1MI2EREZn6wz4OXngsXropG+MBQ1Fe04m1WE2xcrOaJNVo0hm6YFWQyhvaUPl46X4MqJUowMjWBlRpy204+CK5dLJyIyKenWFBDqjqUbYpDyShDqKztw9lCRmhPDoE3WiiGbrJ4E7I62Xlw/V66F7FL09Q5h4dpoLNF29l4+zlzNkYjIDBwc7BCV4INVr8UjdoY/qssMI9q5t+vUirtE1oYhm6ybFrA72/vUBMeLR0vQ1dmP2UvD1dK//oFczZGIyGy03a2TiwMS0vyxclMsIuN9UFHUivOHilFwvwF9fQzaZF0YsslqSQ12Z0e/uhx56VgpWpt6kDY3WAXsoHAPdhIhIjIzuXLo4uaoemhL6UhwpAdK8ppx7nAxinOa0N83pG9JNPUxZJNVkhKR/p5h5N9rxIWjxWio7kTCDH9tpx6LiFhv2LOTCBHRpJCg7ebpiBlzgrFkXQz8gt1Q+KAR548UqxV4BweG9S2JpjYmDbJKMhpSU9aL7CtNqClvR3SiD5ZtjEVMsi8cHO30rYiIaDLYaEnb09sJsxaGYNHaKHj5OiPvXgOuna5EY00vhjmgTVaAIZusTn/vECqLOpBzvRXNdYMIj/bCsldjkTArQPXFJiKiySdzYrx8XTB7cRgWromCu6cjCrObUXSvGy0NfVrQHtG3JJqaGLLJqsgIdnlRC66eKkdFYQeCI7ywZGMMkmcHqSV+iYjIcthqQdsnwFUtCLZgVaS2n3ZCZWEfbl+oQWNdJ4aHGbRp6mLIJqshdXxVpa24cLQEObdq4eJug1eWBiBtXgjc3NkLm4jIEknQ9gt0w/wVkZi7PAx2dna4eb5SDZa0NvaoOTZEUxFDNlmFocFh1FZ24PyREty7Wg1nVzskz/VCVLIb3D2d9K2IiMgSSbcnv2BXpC8ORkyqC7q7e3HlVKlanbe9tVffimhqYcimKU/q9hpru7SAbVim18nFHvNWhiFptg9cXG252AwR0RRgZ2cLnwAnxKS5IG1BIHq6B3HxWAmuaUG7p4urQtLUw5BNU5pcRmxr7lE9Vq+frYC9gy0WrYnCvBXh8PR2VIsfEBHR1CAj2l7+Dli8LhJzloajo61P7d+vnSlnD22achiyacqSgC2rOV46UYorJ0sxMjSC+asisXhtNHwDuJojEdFUZKcF7eBwD6zYFIvZS8LR0tCNU/sLcON8BQb72UObpg6GbJqSJGB3d/Xj3KEinD9cpEY45iwPx/KNsfAPceNqjkREU5i9vR1Co7yw6rU4pC8OQ11VB07uy8etS5UYGuRMSJoaGLJpSurtHsC5rCKcPlCAjrZ+zNUC9qrN8Ybl0jmCTUQ0tWm7cSn/C4/2xtrXE5C+MBSVJa04oQXte9eqMMLWfjQFMGTTlCMBW9r0nfqqAJ1awH5lcRjWbU1EWJQXAzYRkRWxd7RFRJw3Nnw3CalzglFW2IyTXxYg/36DvgWR5WLIpilFykIuHS9Voxltrb2YtSgEr76VjLBobwZsIiIr5OBgh6h4X2x6KwWJMwNRnNuEo3/MQ+6den0LIsvEkE1TRl/PIK6cKsOJL/PR2tSNmfNDsHn7DETEerNNHxGRFZPSkZhkPy1oJyMu1R8P79Th2B8eIvd2HVeFJIvFkE1TgpSIXDtbria+tDT2YMa8YLy2PRURcT76FkREZM0cHG0RnxqgSkditcBd+KBRXdV8eLeekyHJIjFkk2XT9puyCMGti5U4vb8ATXVdSH4lEBnfS0F0op++ERERTQeOznZISAvAujcSEJngg8KcRpz6Mh959+owOMD2fmRZGLLJYhna9A3g3rUanMkqQkNNl9q5bvxuMmKT/VkiQkQ0DTk52yMxPRBrtiSocsGi3CacOViIguwGDPRzwRqyHAzZZJEkYPd09SPnVo3qhV1X2YH4NH+s25aI+FR/9sEmIpqmZIDFxdURyVrQXpERh+AIDxQ+0IJ2lha0HzRyZUiyGAzZZHEkYEsNdt7derWcblVpm5rwsnZLAhJnBqgJMERENH1J0HZ1d0DK7CAs2xiLgBA3FGQ3qkGZohwGbbIMTCtkUUYDtlz2k17YlcWtiE70werX4pGgBWwHRzt9SyIims5stKTt7umItHkhWLoxBv5BErQbcP5IMYpzGbRp8jFkk+XQAra06ZP6OgnYpfnNCI/1xsqMOCTNClR1eERERKMkaHv6OGHWglAsWR8N3wBX5N+rNwTthwzaNLkYsskySMDuHURJfhMuHjOMQoRGe6l6u+RXguDsyoBNRETfZAjazmrp9cVro+Ht76rKDc8fLkZJXhMnQ9KkYcimSWfoItKPvPv1uHi0RPU+DYn0xIpNsarezsXNQd+SiIjom2TFXy8/F7yyOEwFbflcgvaFI8Xqqijb+9FkYMimSfV1F5GbdTi9v1AtKhAU5oHlm+KQOicYbu6O+pZEREQTk6Dt7e+C2UvDsGRdNDx9XZBzu05NoJegPTTIoE3mxZBNk0cP2Nk3anD2UJG6rBcULgE7FjPmMmATEdGLUUHbT4J2uAra7p5OeHCzVh1jJGgPD2kHHiIzYcimSdPTPYD712tw+kARKopbERlv6CIiM8VdJWCzFTYREb0gCdo+WtCeI0F7fQzcPBzVYM7pg4UoL25RV1CJzIEhmyZFb88g7l2r1gJ2IarL2lSbPlm9K21esNohSg9UIiKil2Gjl47MXxmBpRti4OrmoAXtWlWWKFdNicyBIZvMrq93CLcvVeLklwWGhWaS/FTAlkmOzq6c5EhERN/e6Ij2Ai1oL381Vg3g3LlchWN/zFP9tIlMjSGbzKq/fwg3L1TguLaTkxHsuFR/rNuaoNr0sQ82EREZk4xo+/i7YtGaaKzZHA9PbydkX6vBkc8fqu4jLB0hU2LIJrORRQGunynDMW3nVlvZoZZI3/idJCSnB8HRiSs5EhGR8UnQ9vJzxsLVUVj7RpIqI8m5VYcjf3iI3Nu1WtBm0ibTYMgms5CAfeVUKQ7/3hCw0+YG49W3UtRKjvYO/DUkIiLTMSzB7oQFqyKw8a1kBIa64eGdehzVgrYEbgZtMgWmGzK5/t5BXNUC9tHPH6KhuhNzloUj409SkZAWAFs7znAkIiIz0A430rlqwcpIZHw/FaFRXsi716COTTIpcniYQZuMiyGbTKq3ewCXT5bh6B/y0FTfjQWrI5G5PRXRib7sIEJERGYn839mLwlH5vdTEJvki4IHDTj2eR4eXK/hgjVkVAzZZBJy5a27o18F7BP78tHa3INFq6Ox6a0UhEV56VsRERGZn8wDmjEvGBu1Y1LCDH+U5Dfh2Bf5au0GKW8kMoYxIbsEn8y0gc07h/TbE3mO7Qo/QerMT7QtxzPe1x/CDhvtPvWxQ7v1DAd2aNul4pNC/bam5ONU/ettkPrx+H/zy5Lvbezvac0kYHe29+Hq6XKc3l+AjtZeLF4bjfXfTURIJAM2ERFNPhnRTp4ViPXfSVbli2WFLTjxpSFo93YP6ltNL4fe0XLUhPntkWdvJ7lu4jw33ter+/Qct+OAfudEJGc+uZ1+n/oez/EzvJCn5tqJ6SG7VAu+sdiZbbg1MQnIz96uZN8vgXe2IUa//cj4X3/onUzsTduN4pFi7E7bi8ynBXgJ2Fv26jd02g+f+ZNcbN8/gpH925H7k8zHAvi3U4IvPgXe3frNn4a+SZasbWvuwc3zFTh3uEiF7fmrorBmcwJCIzy1X359QyIioknm5GKvAvbaNxKQOCsAVSVtOHOgANk3qtHT1T+tWvxJyM38TL/xFM+13YE92Pv2DmToN8ca9+u1bJf5WQp2F4yg+KMU7N3ylAFXCbwJO5Gr3zTQ8uVW7b63s7R/syxsz96JTCMOjk6ca59OC9kV+L9fSdCCbwpS0vR7dYbR4dER49GA/M3tnpR7Pxezk598KhN9/SHs0V7sFPXkY7DtnRTgsz36i6uPcI+Gbj1gp6Rp24whP7wWsbFjs3Zj8w7ts1z8ct9EL67hez5+ljT275HnOfYsKBe3smcjJf6J56J/DUe4H5Fatsa6Llw+XoqzWUVq2fSFa6OwenMcgiI8VBslIiIiS+LsbI/4Gf6qj3ZSeiBqyttx5mCRGtGWssfpELSP/KmjCrnfyHf66PBo1jEE5GfnwJKHt5Ey8/GsJib6+kOf7wXS3sW2eCBm67vQYjb2qJz2RPYaDdhaDnzsuxd+gV9mA9vflFifgR1va+nt0y/0HPdN8jwer6h4PPupx8eMxBtyLZ7Ih/rXPPZ9HqePZP8JsrTk/67hxlNsf47tJDTrgfcbnufrny7lo2LkfDBbv2UsGdilnTnhs0ykzsxUJwK7971nOGP5+mxsdBv9BEDu1/6JOcJtMNA/pFrzXTxWgovHS9TtRWuisHJTHILDPdXKW0RERBZHOzw5OTsgNsUfqzLj1eJoddUdarDoztUqdXVWrtJat2TsLsjB7mfGKxltftZ2T6sAeJ6vfwYZrd73bZLkeGLw3gfbARkBn5mqRtq379+jj8SP5trRbX6JL2Tw+bFgPz4tZEfgL+98qn+jx8W8n6OdweXgPe3MQj2B+6N/4VMU5uJ22pzHzzCU5/z6x2Rgj3YKOfKp/lWb9yDn/ZcNtfrZkE2mFo6BvVvk80dnZzHvZ2G3dmaVm52rBfks/Wd+/GzMcHZ1G7naizv2rGu6kxZ9lcWtOH+kGNfPlKu+10vWx2DJhhgEhnmwTR8REVk0LQ6oEe2YZF+syIhD6uwgNNR04fRXBWoCf311p1V3Hnn1V/e+zj2PiX8POVoOG81eGZ+OZsKnGa0A0G+O8XxfP9YTOVCez+jnL8EwQq2Xq3yWqT7/emRay5hZMgKu5UAJ8ntGB4vH5lq9WuKWtsljVRQTGDPx0UhybyF3dophFNii6P9QUquj3VL122N+cQy/FPpn9x9V+jxW+hK/De+mSSnKJ2NKXKYx7cReJoeU5DXj3OFi3L5YCVd3ByzbGIuFayLhH+TGEWwiIpoa1Ii2PaISfLD81TjMnB+CjrY+XDpWogXtUlSXt2OQLf6ebcLB1smX8akh+0mYViPikgvv65ULWtTOva0+AW7n6iUhmsdyraEUZe/nn+CLTyWMj193PuqpIfvxmuznIyO8Txs6/6axtTNyiWHsk36yDnp8j9XvvGQZR8nHO9XX7f5Ii+Da2Y2hZvvJ0hdDzXjuTwzbTudSEe33Et1dA8i/X68uqT24UQNvPxcs3xSHeSsi4OvvyoBNRERTjgTtyHgtaG+KxdzlERgaGlZXaS8cKUZ5YQsGB6ZRi78narKfx8tMEsx481EZxuMjxM+XAw2DoBJ+Zbuxc/1ewIGfqsYc2z/ajZQxEyefzLXquX6207DtM/KukUey5SwgBXNe8PQl41PDTNBYG5kYuR1ZL3opIP49ZKnZqNo/hEyMHFPu8U2GEe2vLwMIvTuJ+rr3d6myETWzdZyzMUOg10zjUhEJ2F0d/XhwswZnDhaqRv5SFrIyIw6zl4TBy9eFkxyJiGjKkj7a4THeWLohBgtWRcLOwRa3L1epY15RThN7aT/F+M0vnkGVauRiZ4INYlW3uBctL47Be/u0cKxKQAwd67KeUl6sRrQfy5pamJfOdVIm8v572C2Dv6pT3Ti5VpWMiKeXigib4uLikYiICNjb2+t30VPpM1tn738iqD/D0NAQKisr0d7ejqioKHh6euqPTC0jw1Bt+e5ercalEyWor+xQZ/xSgy2TRdw9HNUlt8kkl3+6urpQVlYGZ2dnxMXF6Y+QKcjrXV9fj4KCAixevBh2dnb6I2QKzc3N2LVrFxwcHPDhhx/q95IpDA4OoqKiQr3m6enpPE6amOxLWltbkZeXh+TkZHh7e+uPTJ6hoRE01nTi5oVK3DhXjraWXsSn+GPZq7GqE4mE8amqv78fRUVFap8dExOj9in0PGR0PRO3pRHHM+YJGr8m24qpgnnVOmY3dr1AwLYWsgNsa+nB9bPl2tl8Aeq0gB2fFoCVmfGYMTcY7p6TH7CJiIiMxc7OBgEh7li4OhLLtWAdEOyOvPv1atGa7Bs16OuZnovWTFeGMmppoLEdu5+jEQdD9gsYLZh/VCQ/fYwMj6C5oRuXjpfi9IFCtDT0IE0L1qtfi0eydjbv4sYzYCIisj7SIcs3wBVzloVj1WtxiIjzQcnDJhz/Yz5uXapET+eAviVZO0PXPcmCz1fOwpBNzyQBu6G2CxeOluBcVpGqx35lSRhWagE7NsVPrZhFRERkrWSekaePM9IWhGLtlgS1SmRlSasWtPNw7UwZ2lt79S2JHmHIpqeSBvwVxa04sS8fF7WQPTA4pNrzrdICdqR2Nu/gyPpbIiKyftJT2c3dEUmvBGLd1kTMmBOM+qpOHNePj031XfqWRAYM2TQh6Qean92Ao58/VKs4avsXrMiIVwE7NMpLLTpDREQ0Xchx0MXVAXGp/tjw3STMXR6O1qYe1XXk3KFitfIx0SimJBpXf98g7l+rwZHf56qaMx9/F6zflqTq0WQSiEwGISIimo6kq4h01trwZrLqriUTIC8eLVZhu7qsTd+KpjuGbHrMyAjQ0zWAa2fKkfXbHDy8W4/QaC+8tj1VtSzy9HbmIjNERDTtydXckHBPbPhOElZkxqnuWldPl+HYH/OQf7/Bqpdhn0zSdvDw4cOqxaalY8imr8mM2Y7WHrWq1ZHfPURlUavqHLLlB2lYsDIKzi726lIZERERaSHKzgZ+QW5YsyUR695Igoenk2pze+i3Obh/rZot/kxAauN/9rOfIT8/X7/HcjFkkyITHBtqunDqQCGOfZGHlqYezF8Vgc07ZmDWglC1IyEiIqLHyeCTt6+zWob91beSVRmJjGQf+t1DFbhV55ERfWP61mJjY5GYmDglQrZNYWGhRa34mJubq15AJycn/R7rMDw8rFYO6+joUCs+enh46I9MPrmkVV3WgUvHS3D9XLkK3PNXRmBlZhxCIjyn3BLpMiI/uuKji4uL+n0i05HXmys+mk9LS8vXKz7+4he/0O8lU5DL0bJSb1NTE1d8NAPZl8iKjxKekpKSLGLFxxfV0z2AwuxGnDtcjLx79fALcMXCNVGYuzwC/sFuFnU1eCqv+PjBBx+o5/v+++/r91gmm8uXL4+EhoZazIHx0KFDOHXqFHbv3q3fYx0kZNfU1KCzsxNhYWFwd3fXH5lcA/0jqCvvxt1LDci5VQ9bu2HMWOCLuSvD4B9kWTuEF9Hd3a0OjnKyJic1ZDpyYJRlp4uLizF37lzY2vICmSm1tbXhv/7X/6oC33/6T/9Jv5dMYWhoSO235cQmNTWVJ5AmpkoWOzpU8IuLi4Onp6f+yNQy0D+EiqI23DxXjZKcDri4OmHGvECkLfCHX4gT7Owt48A6MDCgBqPk99qSBlufx8GDB3H27Fl8/PHH+j2Wyebw4cMjwcHBFrPz+NWvfqVGD/7tv/23+j3WQUJ2XV2dGmENCQmBm5ub/sjk0PZl6O0eRGVRJ3Kut6O+ogce3o5ImuOFxFc84eahvdmmaMAWErLl4CghOzw8XL+XTEEOjBJCZGcto30M2abV3t6Of/7nf1b77L/6q7/S7yVTkJAt+20ZXZWRVYZs05OQXVpaiujoaIu64vui5IpwS30/8u+0o/hBB3p7BhEa44KUud4IjnJRi7hN9iCWZC25wi77bDlOTqXf77y8PHUl7+///u8hGdZS2dy8eXNERlYt5Qzmvffew7Jly7B161b9HusgO+vq6mq1A5EzxsnceUh5SFtLL/Lu1uPW+Ro01vQhPMYHC1aHI36mN5xd7absCLaQ0CcnMzKS7ezsrHbWZDryejc0NKiR7Pnz5zOImJgEPrnSJ/vsv/u7v9PvJVOQECL7bTmJnDFjBstFTEwGo+QksrCwEAkJCfDy8tIfmZqGh0fQ0TKA/Hst2rG2GrWVbQgMd8bc5aFISg+AxyR365JyETmhkZAtV3ynUrlIT08P/vzP/xw/+tGPsGLFCv1ey2OjHRgtpiZbLoO++eab+PnPf64O1tZEQraEPtmByC/zZF0Gk8tYskLV3WtVuHWhEm3NvYhO8MWitdFImR0IV3dHfcupazRky8iqhGy57EimI683a7LNR0pzRmuyP/zwQ/1eMoXRkT55zVmTbXqyL5GTSBmlTE5OnpI12U8a0YK2THzMvV2HK6fKUFHUCv9gdyxYFYmZC0JUZ5LJWndiKtdki7/5m79BZGSkCtuWyqKu68pImNQIcaKa8Wn7LtX/uvhhE85kFaolYLs6+pG+KNSwPOzcYKsI2ERERJZCGgd4+jhj1sJQrH0jEcmvBKG5sQvnDhep43BNRbuWe9hP+2VMhQ4jFhWyRyc7+Pn56feQMahLVtqZ9IObtTj5ZQHuXqmGk4uDWqVKlkiX5WGdXTlCQ0REZGzS19nVzRGJMwOweks85i6LUGWb186U4WxWEYpzG9UgGL0YKSmSK6hy9cNSWdxINkexjWtoaBiNtV24ca4CJ/blq5HskEhPrN4cj6UbYhAa5aVWrSIiIiITsQGcnO1Veab00168Lhrunk64d6UKx/7wEPeuVaO1qUffmJ6HjGRLyYslj2ZbXMhm/azxDA4Mo7ywBReOluD0wUI0N3QhZXYQ1r2RgNlLwuAb4Dqpky6IiIimE7UUe4QnFq2JwuotCWqgq6ygBSe+yMflE2WoLm9XnUno2QIDAy2+ZMRiQrZMepRyEY5kf3tSfy3tgmSixcl9+bhyslRfYCYSa19PQFJ6oDqDJiIiIvOSwS3fQFekLw7F+m2JSJsfgs72Ppw7VKiuOBflNKKvl8uxPw+G7OckAVs6cDBkfztSf91Q04kb5ytw5Pe5yL5ZCx9/F6zMiMXKzHhExHnD0Yn110RERJNF6rTd3B2RkBagJkTKHClnVwfcvliJI1I+cqUa7S29+tY0kdGQLZ2ALJHFhOzRemxOenw5Mnrd1zOI/PsNOHOwEMc+f4jKkjY1qVG6h0iLvoAQaRXE+msiIiJL4OBoh7AoLyzZEK1GtSNivVGc24RjX+Spln+1lR2qDSCNTyY/lpeXqwmQlsiiRrJZj/1y5A0oEyZuXKjE4d/l4vKJUlUuIuUhGW+lYOb8ENVCSM6ciYiIyHLY2tmoOVLpi8Ow6XspmLUgRC0YdzarEKcPFKjQ3d83pG9NY0lulKBtqSUjFjeSTS9mcHAYFcWtOH+oCEd//xAF2Y0ICHHHmi0J2PhmEqKSfNUlKCIiIrJMo+Uj8TP8seG7yViyLlqNct84W4Gjf3yIBzdq0d3Zr29NY1lyXbZFhGzpccjOIi9oBOoNJ72v5bLS2cNF6Gjrxaz5Idj0VgpWZMTCP9gN9vYsDyEiIpoKJFhL95EVm+Kw5vUEBEd6qDLQY188xLXT5aiv7lRzr+gRhuxnkIDNSY/PT8pDGuu6cOVEGQ79Jgd3LlWpbiGysMzmt2cgbZ5h9UaWhxAREU0tUj4iDQtk0ZpNb6aoFZllvQsZUJPuIwXZDaoklAxGQ3ZFRYV+j+WwiJA9Wo/t6+ur30MTkeVXSwuacfLLfHUJqaq0Vc1OflV7I659IwGhkZ5wcLLTtyYiIqKpRpZjl/KRpFmBePWtFCx7NRbOLva4eroMWb/JwfUzZWhp7MaIdD2Y5iRk+/v7W+TkR4sZyeYo9tPJ+0jKQ7KvVSNrby4uHitRJSPS9mfzjhmYtyJcjWbLG5OIiIimOO1wLoNm4dFeWP1avCoFTZjhrxaZO/L7hzj+RT5K81swMDC9J0W6uLhY7ORHixrJpvFJ/VVLQ7fqGnJwbw5y79QhNNJLTY6QEeyYZF9Vx0VERETWRQbPpEPYK0vCkLkjFUs3xshMSVw8WoyDex7g1oVKdLb1TetRbUuty570kD066ZEj2d8kb5iujn7k3a3Hod/l4uRXBerykCyJLm+0Jeuj1apRrL0mIiKybjKYFhXvi7WvJ2LT95IRneSHotxGHPndQxz/Mh8VxW0Y6J+eo9qjIVsypSWZ9JAto9gSJhmyH5GTUam9bqjpUmUhB379ADfOlcPF1cHw5norBalzguDixtZ8RERE04Vakj3AFfNWRCLjeylYuCYKfX2DOH+4WNVq371SpUpLp1sHEgnZ/f39FjeaPekhe3QUm5MeDeSNIZd9Ht6uw+Hf5eD0/gLUV3cg5ZUg1aR++aZYhMV4ceVGIiKiaUomQaol2V9PxPptSQiN8kT+vToc/UMezh0qRlVZG/p6B9Wg3XQQGBhokSUjFjGSzXpsjfZGkDdEbXk7LhwpxqHf5uDWxSq1kMzKzHi8+lYy0heHqrosIiIimt6k1V9AiBsWrYlSV7jnLItAe2svTu0vQNZeyRCVaG3snjYTI2Xyo6V1GLGYkezpbGhoGC1NPWphmazf5uJsVhEaaruQkh6kvXGS1eh1VIIvHBw4uZGIiIgMZE6WlI4mvxKIta8nYNnGWLi5OyDnVi2Ofp6narWLcprQ2d5n9SUkoyPZsu6KpZjUkN3S0jKtQ7ZcxunpHkBFYSvOHSrE4d/l4v61arh5OmKFFqxf/V4yZi8Nh7efi/4VRERERI+TEtLgCE8Vsl/9XqpalE5qs6+cKMWRzx+q/tq1Fe3os+JFbCRkl5aWWlTJyKSGbAnYMulxOpaLyAzgxppOZF+vwZHf5+L8kRK0NvUgdbY+ev1qLKIT2ZqPiIiInk0mRcqgnHQg2/CdZLUse1C4JyoKW3B6fyFOfJGPnNu16sr50OCw/lXWQ7KkpdVlT2rIHq3H9vHx0e+xfnK5pq25B/n3GnDqQAGO/SEPedrnHt5OWLEpTk1uTF8UBp8AV/0riIiIiJ5NOvo6OkmrPx8sXR+tBu3kirj02r57rVotYHPxSLFaObq7c8DqJkYyZI8x3UpF+nqGUFfRg+tnKnHk81xcP1uB7q4BzJgbhAxZNnVjDKJk9JrLohMREdFLklDt4e2MlDnBWLM5HuveSER0ki+a6gytgU/sy8fdq9VorpdRbetJ2gzZY0yXziL9fVq4ruxE/p1W3DrThCsnK1FX3ala8clSqbJy46xFoRy9JiIiIqNxcLBFSKQn5i2PwIatSaoTibuXEwqzG3H2YBHuXGxAVVEP2pp7MTw09cP2aIeRyspK/Z7JNWkhu7m52epHsuUXVuqsZZbv6QOFuHKiGjVlPfDyccGi1YaWOwvWRCIi1htOzvb6VxEREREZh4xqS0OFuFR/LHs1Fuu3JiL5lSAM9A2j6H4nrp2sw5WT5Sh+2KSurk/lEhIZyZZ1VyxlNHvSQrYEbGk9Y60hu7dnEKX5zbhwtARH//AQNy9UoL9vADEpHljzRhxWZMQhXvuF9/R2Vm8AIiIiIlOxd7CFf7AbZi4IxbptiaqLWVC4u1rw7sLRYhz7Ik+tLl1d1obBKTox0tXV1aJKRiY1ZEvAtrZJj9I1pKq0DdfPluPYH2XlpUI013cjOtEH81YFYvYKPyTO9INfkJv6hSciIiIyh9G+2uEx3pi3MgLzVwcgea4XvHycUZzTqJoxnPgyH/ekXruhW3WAm2oYsjXWVo89NDSCxtpO3LpQqX5Jj/wuF/n36+Hj74ol66Lx6pspmLU4CD6BjnBwslUzgImIiIjMzc5OSkgcEBTpjLkrg7F+WyLSF4epVSTvXKxSK0aeOVioup/1dg/oXzU1jIbs1tZW/Z7JM+kj2VOdnOV1tvWpRWSO/TEfB3/zAHcuV8HB0R5zl0WolnyrNieoWb1y9shwTURERJbAzt4Gnj5OSJkTiI3fTdbCdhISZwWgo7UX5w4V4cCeB6qUpKqsHQMDU6OEREJ2f3+/RSyxPikh2xomPcoVlN7uQeTerld1TF999kC1xRnoH0b6olAtXCfjVS1gp80L0X6BndVZIxEREZElMfTWtkdAsBvmr4zEaztmYPXrCQiL8UZ5QQuyfpOLw7/NweUTJagsbbX4eu3AwEDVZcQSSkYmJWSPTnqcquUiUndd/LARp74q0ML1fRz9/CFaG7sxY24wXn0rWf2CzlsRAd8AV1V3zdFrIiIismTShMHZxR7h0V5Y9Vo8tvxgBpZvioFvoCtuXqjEV/+arcpIZKn2mvJ2VSZrqSylLntSQvZoPba3t7d+z9QwMjyCuqoOnDtcjK8+zcaBvQ9QUdSKpPRAZHw/BW/8cKZatTEwxB129gzXRERENLVI2HZxdUBiWgA2b5+B199Ow/JXY+Dh44TbF6uw71/v46AWtq+eKkN9dadF9tceDdlDQ0P6PZNj0kayp0qpiJSFyBr/0tLm/JFi7P/1Axz4LBsP79Sr/tavvpmMbf/HLFXHFBrlCVtpx8dwTURERFOYCtvujqrl3xs/nIU33pmJ5Zti4e7hiJvnK/ClFralZvvqGS1s13RqgdZyykgkZJeWlk76aPakjmRbMhm17u8fQk15Gy4cK1HhWj5uX6iEb5Ab1r6RqP3SpakFZWRSIxEREZG1kavyru4OmLUwDJt3zMDmH6RhyYZoOLnY49aFChzUstHh3+aq7mrS9k8GJie79Z9kTEsoGTF7yG5qarLokexhLVzLQjLVZe24fKxUXRI5pP3yZF+vhbevC1a+FqfqlF7bnoqU2cFwcLLTv5KIiIjIOtlqiVEaOcxZGq5lIEMOWrgqWpXHysi2miD5u1zcOFeBusoOlaUkU02W0SXWJ5PZQ7YEbDs7O4sL2fKL0NM9oIr5pc4o67c5aqXGBzdq4eHlpIr/5RdKRq7TF4bCzcORNddEREQ0rUgvbWnsMG95BDZ9P1m1Kp6zLFyVi1w/W4FDWtA++JscXD1Zphbn6+7sn5RSkmk5kj06im0pkx4HB4bR2d6nwvWNs+U4pIXr4/vykHu7Dq5akF66MQaZf5Ki+kfOWhSqzuK4DDoRERFNZzKCHRDijvkrI9T8tE1vJWPusjA1AJl9vUZlqSwtbF88XqpaAXa09anMZS6jIbuyslK/x/zMHrItoR5bSoX6egdV7VDxwyZcOFqCg3sf4MSXBci9Uw8XN0csWS/hOhXrtiYifWEYvP1cDJMaiYiIiEixd7BDcISn6rG9fpthZFs+d3S2R97detXuWKoDLhwpRnFuE9qae80StiVk+/r6Tupo9qSNZE8GKQnp6uhHfVUHHtysNfzD79X+4Q8Xo0j7h5cVGRevjULm91Ow9vUEVRYil0Tk0ggRERERjc/BUcK2h1rtet0biaq8duGaKFVeKwOapw8WqpHt0wcKUZjTiKa6LvR0DahGE6bg6uo66SUjZg3ZMulRRrLNHbLljEnOnMqLWlVx/uHf5+LI7x/i5oUKNNZ2IUj7pViZGadqrldvSVDtaqT5OsM1ERER0fOTRfiCwj0we0kY1miZSkpuF62JhpePCyqLW1U7ZAnbx77Ix92r1apuW5ZxN8VKkhKyJ3Pyo1lDtgRse3t7s5SLqJKQnkE01Xeh4EGDWvI8a+8DNXotPa5l+fPEmYHY+GYSMr+fiuUbYzFjTjD8g9y4BDoRERHRtyBhOzDUXbX+W705Hq9tT8Hi9dEICHFT3UeunytXK2ZLR5Irp8pQ9MAwui3lvDDS4PboSHZbW5t+j3mZNWRLqYgEbC8vL/0e45P+jO2tfeps6Z52hnTuUJFqwXfpeAmqtbMlmcwoM2I3/yAVG76TpOqGYlP8OKGRiIiIyMhk4FImSKbNC1HLtUuv7ZUZcYhN8sNA/xAe3q1XJSSHfpeDM1lFqqtbdXkbujr7v3ULQGnj19vbO2klI2YP2SYpFdEnMtZXdSLvXoNaV1/OjI5oZ0h3LlWjs60PIRGeWK79o255Ow2rtDOqWQtCERbtpeqwiYiIiMh0pBuJf7AbUl4JUp3bMr6fgo1vJmPWwlC1iqR0ebtyslS1ADz2xzxV3ltW0IzWpp6XnigZFBQ0qXXZJg/ZFy5c0D8zfmeR4aFhdLT2oaywBXcuV+HU/gIc/M0DnDtcpEayZTWixFkBasnzzO2pWLIuGokzA9Q/slzGICIiIiLzkflu0rEtOtEXc5dHqKqCzO0zsGhtNEKjvFRf7XvXanDsD3mqnOTC0WLcv16tcp0Mmr7oRMmxIXvLli2IiopSn5uDSZPmmTNnsG7dOvz3//7f0djYaLSRbLm8IBMWc27VqVpr6W0tJSH3rlWjv2cQ4TFeWKwFalmRSAK2FN9HJfiokhC24SMiIiKaXJLHXN0cVKVB6pwgrMqMV62TZbJk0qxA1a2kJK9Zlf3u//UDVZ1w6UQpcm7Xobayw1C7PQFptDFr1iz8r//1v+Di4oI7d+5g4cKFOHDgAFauXKlvZXo2WvAdiYiIUBMSTcHf3x9dXV1YvXq1+vOHP/whTp48iRMnTqgG4Q4Oz1euIZcKpK91i/bRUNupLisUZDeirbkHjk528PJzRViUp6qvljIQLy1QS79rSxmxHhoaUj9ve3u7Oovy9PTUHyFjGxkZUb9rZWVlcHZ2nvS+7NZOXu/6+no1g3vx4sVqRVcynebmZuzatUvtOz/88EP9XjKFwcFBVFRUqNc8PT3dZMdJMpB9SWtrK/Ly8pCcnGwxi9ZZq/7+flVhIPvsmJiY585jpiTz6mT17VYt21WXtqMsvxlVZW1qQmRnR78qOZFR8Kg4HzUSHhzuAd8gV3j7uqjHRh0+fBjbtm3Tgrzt1z/X6OTHzz77DD/4wQ/U56Zm8gS6du1aVXR+9uxZXL9+HT/+8Y+xb98+dTB+1j+otHORF1bVWZ8sxYl9+fjq02z1cfNCpSqIj032w7KNsdi8I1WtOPTKojAtbHvBw9uZJSFEREREU4QEZXdPJ4RGeqm1StZtS8KWt2eqP2cvDkNgsBs6WnpVZ5IDv36g8uDp/QW4ebESFcWtaNcek2y4adMmfP7553ByclLhejRgy4mb5E9zsdNC799Jtw9J+6YgAfvy5ctoaWlRowJy5jRjxgycOnUKNrL25hPkLKa1sUf1tJaVgu5crsbVM2W4drocVSWtsNOCszQ7T0oPUl1CFqyOUq34ZOaqNDyXYD3e951scoYuo9h9fX3qH1n+4cl0BgYG1JtKRp5kxScyLblyIKN9clXMVPsSMujp6cG5c+fU6NP69ev1e8kUhoeH1X5bXvPg4GD+bpuBZAa51C9XweVKJJmOXGGXbCa/1z4+PhZ1FVJynOQ5F1cHVeobouW+2BR/RMR6w8ffVc25GxgYUpUNRTlNKHnYhIbqTjRqt6VuW8qKU1KTMTwygHv37qnfKyF5QK4EmovJ9xhS+yLBcpSswPPrX//6sZ2VjFi3aMG6OK8JV06X4egfH2pnJ/fxx1/eVZMYJXTLCyuBesN3krHtT2epVRnTF4UiKMwdru4OWpjizo+IiIjImkgLQGctbPv4uSB+hj9WZsbjuz9Kx5YfzMCKjDgkpUv9tr1qBSiTJf+gZccDewzrory25kfYuC4T7u7u6nstW7ZM/WkuJk+mkZGRCAkJUZ/LDylF6Glpaeoso6GmE7m36tR69kc+z8X+T7O1YH0PZw4UoraiHYFhHpi/wjDz9DvvzsJ3303XgnakKgeR1ntSFG+Jo9ZEREREZERa3JNyEmdXe/gEuCJtfgg2vZmCt/5stuogJ4E7dV4IXN0cUZTTqHLl5//zLpam/p9IiJmlvsXcV5ait3tALVhoDiYvFxHZ2dlquP69v9qJN7f+UK1hn32jFjfPV6qR6+tnylFwvwFdHf3wDXBTbfbmLI1QLfeWbIhRZy7efq7q0oHMRp2KwZrlIubFchHzYrmI+bBcxHxYLmJ+LBcxH0suF3kWiYGSByUXSo/t0ChPxKcFIGFGAEIiPeEf7A4PL2c1oCu12l52SWjsLERKxHoM9TmrRQulG520E3R0Nt2ArUlCtuEMYUT9OTQ4go6WfhQXleIHb/wtrp0tx9VTZXqT8RbtH3lEvSAps4Mwe2k4Fq6OUuE6dW6wqrMeHa2e6gPWDNnmxZBtXgzZ5sOQbT4M2ebHkG0+UzlkP0bLh5ITpaxEyoeDI7TAPcMfCWn+qvJBqiL8A7wxI3oN2uptkHevXtVxy9y/mop2NNR0obPdUNYs3eoMrZ6NkzuN0sJPGoMPayFyZBjo7x1Ec1M3muu0j/outLb0oaasTf0w0oJPnrunj4v6oYPD3VXAlubj8qeHl5P+w1kftvAzHzmhYQs/85HXmy38zIct/MyHLfzMS/YlbOFnPpbYws8UpNtIR5uWRcvbUV3apnps11d3qPVWZD6gWvY91JBHA7U/A4K1jxB3+Ae5wV3LpTbaubVhsPfFg/dLhWx5wsNDI6oTSH/fkOpV3VTfrdrtyZ8yu7NJC9jN2uddnQNwcLSFr78rgsI91EdIuCeCtR8mSAva7p6O+ne1bgzZ5sOQbV4M2ebFkG0+DNnmxZBtXtMlZI8lg8LdXQNqTmB9lRa2a7oMgVv7UzqV9HYPwsvXWQVsCd7SzU5Ct4Rt6cXt4u6gvV62qszETsqXnzEw/MyQLb/0UvIxNDSsQrWUd8iwep325Jq0s4DRcC1nA7K+vCyHKaPR0nLFN9AVftoTlScbqJ0VSMCWJc1d3adHsB6LIdt8GLLNiyHbvBiyzYch27wYss1rOobsJ0m+bW7sVu3/Gmo6VOlIvfa5BG/pue3obA/fAFdVhiJVGL7+2oeWbeU+b39XuGl51t7RVgVvmZQpo+JjfSNkS5iW1RUlUMufsvKOBOgW7UnIyHRHa5/20YtGLVi3aU+gRzsjkCF0D28n9RdLoJZgLU/AN0B7MgFuanWe6b4wDEO2+TBkmxdDtnkxZJsPQ7Z5MWSbF0P24+T3r6drEI0yyq19SDlJY10nmuq6VXVGZ3u/CtGyWI6UN3v6OqvRbenbbQjeLqpJh4Rte3sbta6LTX5e4UhISBiGh4CBviE141ICtYxKyxLmLQ09aNNCtTT3llHq/t4hNUwuC7/46qPUfkGGVC9/kY+W8iVUy4RFeoQh23wYss2LIdu8GLLNhyHbvBiyzYsh+ylGtEzcL+XQvWhp0rKwDDZrmVgGmEdLo6UjnnB2sVeZ2EsL3FLT7ebpqMK3t5aHbU5m3R5xdfFCQ7VhsqIEaikQ7+sZRG/PgBrNdnKyU/UoanRaS+vSn1Cagss3lEDt5eNs0hYo1oAh23wYss2LIdu8GLLNhyHbvBiyzYsh+/nJ76YMMrdrGVmCtwxESzMPw2i3IXj3dPXrJSO2qszE1c0BdvE+W/6uLL9NLUlZXdZuaGOiJXgp+YhK8MWMOcGYuTAUsxaEYMbcECSnB6m2KJFxPmoU25KXMrck8g8kAZst/MyDLfzMS05qJIiwhZ/psYWf+bCFn/mxhZ/5yOCfVbTwMwPJuJJ1VRVHoKvqRBIW7YXwGG9EaHk4KsEHodptKReRJd+lKYgEcdvurkFV2hGd6ItFa6Ow8c1kbP3TWcj4fgrWb03E8ow4LFoThVla0I5J8lUTF51dHBiqiYiIiGjakQzs4uqgykMSZvhj7rJwLNsQizVbElSOliXfX38nDbarXo9Qy1HKnas2x2Px2mjMXhKGhDTDqjme3k7TftIiEREREdF4VOh2c1AD0VHxPkidE4x5KyJhmzDTC4kzH5V/yEZERERERPRypBOJ7bMaaRMRERER0YthHQgRERERkZExZBMRERERGRlDNhERERGRkTFkExEREREZGUM2EREREZGRMWQTERERERkZQzYRERERkZExZBMRERERGRlDNhERERGRkTFkExEREREZGUM2EREREZGRMWQTERERERkZQzYRERERkZExZBMRERERGRlDNhERERGRkTFkExEREREZGUM2EREREZGRMWQTERERERkZQzYRERERkZExZBMRERERGRlDNhERERGRkTFkExEREREZGUM2EREREZGRMWQTERERERmZzf/4H/9jxN/fH3Z2dvpdZArDw8NoampCT08PAgIC4OLioj9CxjYyMoK+vj40NDTAwcEBwcHB+iNkCvJ6t7W1oaamBklJSbC15bm7KXV2duLzzz+Hvb093n77bf1eMoWhoSG13+7o6EB0dDSPkyYm+5Lu7m5UVVUhLCwMbm5u+iNkCoODg6itrVX77KCgIP5+m4BNRkbGiAQ+Gxsb/S4yBdl5SMAeGBhQOw45QJLpyM5DXm/ZeXBHbXpyUiNBxM/Pj/sSE+vv70dubq763Z45c6Z+L5nC6H5bfr+9vb35u20GcoyUfYmHh4caJCHTkcG/rq4u9Xstx0n+fhufzcGDB0d4BmN68stcV1enfqFDQkIY/ExMDozV1dVwcnJCeHi4fi+ZggSR5uZmlJeXIz09nSPZJiYB5F/+5V/UifqPf/xj/V4yBRnJlv22XKlJTEzkcdLEZF8iv9+yL4mKilJBm0xHBqMqKyvVPjs0NJSDfyZgU1xcPBIREcEX18RkZy2/zO3t7Wrn4enpqT9CxiY7ajmZKSsrg7OzM+Li4vRHyBTk9a6vr0dBQQEWL17MIGJickKza9cuNcr34Ycf6veSKUgIqaioUK+5nEDyOGlasi9pbW1FXl4ekpOT1dUDMh25KlZUVKT22TExMbxyYAIcciIiIiIiMjKGbCIiIiIiI2PIJiIiIiIyMoZsIiIiIiIjY8gmIiIiIjIyhmwiIiIiIiNjyCYiIiIiMjKGbCIiIiIiI2PIJiIiIiIyshcL2Qd2qLXtv/5455D+wCHs+Pr+HdotXeEnSNXvT/24RL9Tth2zDRERGceE+2id/viOA/pt7qOJyIqVfJyq7d9S8Umh3BqbVUc/9MdMtC98oZBd8vC29v/tyBoZUcufjnyaoe4/9E4m9qbtRvFIMXan7UWmvmMv2fdL5L6dhZH925H76ReQp13y8U7c/mgXDF9JRETGMtE+2kA7YGzZq39uwH00EVktLThn/iRXvyEysGd03ziSpe0pNW/vxnvxptsXvlDIzr2vPdm0OUjRbxscwp7PgJR3tiFG+2/bO9qjn+2ZIPkfwk9/Mhu734/RbxMRkbGMv482MAyGpIz72CPcRxORNSjBJ1t3avvD8fd4EqD3yoDEYwMRYxlnX/gCIbsEuTJIkr0TsWOH2J8iZuu7SPksEzZbtB/lg/cAjpAQEZnIU/bRB3Yg8zPtgLLvXf0OA+6jicgalXyciZ3YjawPZuv3jCUBOhcpY/Z1ptoXvkDIzsWtbGhPqlgNtWe9nYudCc+oVYl/Dzn60PyezaNnBcAnM/VamCfrBYmI6CVNtI82lIls37/nmwcM7qOJyNqoMhFg9773MN44tGEUOwXvbh3zqIn2hS8Qsg21LDn60HnKzKdfdHzS17UtB36qzi6KC3ZrZw07nzkaTkREz2OCffSBPdoBBdi7RTtQJOzUorjh868nP+q4jyYia6Dqq7X/diZo+zw1D0U+f3Rlz1BW9y62xRtuP8mY+8LnD9n6zMvRWZePav8ysONt7bYqFC/BF59q97+944kRE+PUthAR0QQm2kdv3qNGZ9SHHCy0x7bvl9EatZmO+2gisg4x7+c82uftl+mNKdhdkKMmOMq+TuYRYnbKuKPcxt4XPn/IlqF0mXX5k1g1dK7q++4bhuIzPs3CdlUHGIud2d8sJP/6rEBubN6lnRdo28qIij6rk4iIvqWn7KOfhftoIppOJqrGMPa+0Ka4uHgkIiIC9vb2+l1kCkNDQ6isrER7ezuioqLg6empP0LGJmevXV1dKCsrg7OzM+Li4vRHyBTk9a6vr0dBQQEWL14MOzs7/REyhebmZuzatQsODg748MMP9XvJFAYHB1FRUaFe8/T0dB4nTUz2Ja2trcjLy0NycjK8vb31R8gU+vv7UVRUpPbZMTExap9CxvUCNdlERERERPQ8GLKJiIiIiIyMIZuIiIiIyMgYsomIiIiIjIwhm4iIiIjIyBiyiYiIiIiMjCGbiIiIiMjIGLKJiIiIiIyMIZuIiIiIyMgYsomIiIiIjIwhm4iIiIjIyBiyiYiIiIiMjCGbiIiIiMjIGLKJiIiIiIyMIZuIiIiIyMgYsomIiIiIjIwhm4iIiIjIyBiyiYiIiIiMjCGbiIiIiMjIGLKJiIiIiIyMIZuIiIiIyMgYsomIiIiIjIwhm4iIiIjIyBiyiYiIiIiMjCGbiIiIiMjIGLKJiIiIiIyMIZuIiIiIyMgYsomIiIiIjIwhm4iIiIjIyBiyiYiIiIiMjCGbiIiIiMjIGLKJiIiIiIyMIZuIiIiIyMgYsomIiIiIjIwhm4iIiIjIyBiyiYiIiIiMjCGbiIiIiMjIGLKJiIiIiIyMIZuIiIiIyMgYsomIiIiIjIwhm4iIiIjIyBiyiYiIiIiMjCGbiIiIiMjIGLKJiIiIiIyMIZuIiIiIyMgYsomIiIiIjIwhm4iIiIjIyBiyiYiIiIiMjCGbiIiIiMjIGLKJiIiIiIyMIZuIiIiIyMgYsomIiIiIjIwhm4iIiIjIyBiyiYiIiIiMjCGbiIiIiMjIGLKJiIiIiIyMIZuIiIiIyMgYsomIiIiIjIwhm4iIiIjIyBiyiYiIiIiMjCGbiIiIiMjIGLKJiIiIiIyMIZuIiIiIyMgYsomIiIiIjIwhm4iIiIjIyBiyiYiIiIiMCvj/A3NZwx0r/odtAAAAAElFTkSuQmCC)

The **2D XGBoost** module currently spans ~2.5k lines of Python (consolidated into a single training/simulation pipeline). The other two models are in active development.

**AI2D.py — Technical Documentation (Extended)**

This section provides a deeper, code-level specification of **AI2D.py**: its responsibilities, data flow, key functions, produced artifacts, and end-to-end execution steps.

* **Responsibilities:** label generation (TP/SL/lookahead), model training/checkpointing, mastery roll-ups, black-box opinion, and Stage-2 trade simulation with fees/leverage.
* **Data Flow:** load feature-rich 1m data → compute AEA gates → create labels → train XGBoost per combo → export artifacts → simulate trades.
* **Key Functions:** compute\_aea\_signals, train\_on\_file, generate\_mastery, black\_box\_opinion, run\_stage2.
* **Artifacts:** labeliai/\*.csv, checkpoints/\*.joblib, mastery\_\*.csv, black\_box\_opinion\_\*.csv, preds\_log\_\*.csv, simuliacijos\_outputas\_\*.csv.
* **How to Run:** prepare WITH\_BTC\_USDT\_1m\_part\*.csv, set TP/SL/lookahead grid and resource params, execute AI2D.py to generate labels, train models, and run simulation.

**1) Purpose and Scope**

**AI2D.py** implements Stage‑2/Stage‑1.5 of the trading pipeline:

* Generates supervised **labels** for multiple TP/SL/lookahead combos over 1‑minute BTC/USDT data enhanced with order‑flow features.
* Trains **XGBoost** classifiers per label chunk with checkpoints and early model selection.
* Produces **feature‑importance summaries** ("žmogystai") and **mastery** roll‑ups.
* Builds a **black\_box\_opinion** report that aggregates class‑wise execution decisions and win‑rates.
* Runs **Stage‑2 simulation** (signal execution gates + TP/SL PnL logic) to produce simuliacijos\_outputas\_\*.csv and per‑bar prediction logs + feedback.

**Input:** feature‑enriched CSVs (e.g., WITH\_BTC\_USDT\_1m\_part\*.csv) created by the earlier pipeline stages.

**Output (artifacts):**

* labeliai/… — per‑chunk label files.
* checkpoints/model\_part\*.joblib + encoder.joblib — model artifacts.
* mastery\_tp{…}\_sl{…}\_look{…}\_part{…}.csv — mastery roll‑ups.
* black\_box\_opinion\_tp{…}\_sl{…}\_look{…}\_part{…}.csv — confidence‑gated execution stats.
* preds\_log\_tp{…}\_sl{…}.csv, simuliacijos\_outputas\_tp{…}\_sl{…}.csv, feedback\_bank\_tp{…}\_sl{…}.csv — simulation & feedback products.

**2) High‑Level Data Flow**

1. **Load base data:** read OHLVC + order‑flow features (WITH\_BTC\_USDT\_1m\_part\*.csv).
2. **AEA filters:** compute regime/quality flags (accumulation/distribution, spikes, momentum, RSI/ADX, OF 5/15 etc.).
3. **Anchor selection:** choose valid bars for label creation (masking spikes/tail and requiring AEA triggers).
4. **Label generation:** for each valid anchor and each (TP, SL, lookahead), compute time‑to‑hit and label (tp\_X\_long/short, sl\_Y\_long/short).
5. **Chunking & Training:** write labels to labeliai/partN.csv; train XGBoost on chunks; checkpoint improved models; create feature‑importance summaries.
6. **Mastery roll‑up:** aggregate top‑features and hit stats per label into mastery CSVs.
7. **Black‑box opinion:** use model predict\_proba with decision gates to emit EXECUTE/IGNORE, SHAP diagnostics, and winrate summaries.
8. **Stage‑2 simulation:** apply per‑bar decisions to simulate trades with fees/leverage, create simuliacijos\_outputas\_\* and preds\_log\_\*, then generate feedback boosts.

**3) Core Parameters (tunable)**

* **Market & bars:** 1‑minute BTC/USDT, columns: open, high, low, close, volume + OF features.
* **Trading math:** initial\_balance, leverage, fee, max\_used\_balance (caps position sizing in sim/labels).
* **Label grid:** tp\_values, sl\_values, lookahead\_values (combinatorial set).
* **Compute:** n\_jobs, batch\_size, MAX\_RAM\_GB.
* **Gating:** per‑bar **AEA** flags (quality, spikes, trend/momentum, OF‑5/OF‑15, accumulation/distribution) → entry\_long / entry\_short signals.

**4) Key Components**

**4.1 AEA Signals & Valid Anchors**

* compute\_aea\_signals(df) derives quality and regime flags (spikes, ADX/RSI/Stoch, OF windows, accumulation/distribution) and terminal triggers (entry\_long, entry\_short).
* print\_aea\_stats(df, tag) prints density of each flag for quick sanity‑checks.
* count\_valid\_idx(df, lookahead) masks spike zones, tail bars, and requires AEA triggers; returns the number of usable anchors for labeling.

**4.2 Label Generation (per (TP, SL, lookahead))**

* For each valid anchor:
  + Compute **entry price** (avg of current bar high/low unless overridden) and derive **gross** price moves to reach TP/SL at target **net** P&L after **fees** and **leverage**.
  + Track earliest hit within lookahead bars; emit label and time\_to\_hit.
* Labels are direction‑aware (\*\_long/\*\_short) using AEA side locks and triggers.

**4.3 Training & Checkpointing**

* train\_on\_file(path, tp, sl, lookahead) loads a label chunk, filters unknown labels, fits an XGBClassifier with class‑encoding; logs accuracy; saves improved checkpoints to checkpoints/.
* A small "reward" mapping (+X for tp\_X, −Y for sl\_Y) is computed for optional custom metrics.
* create\_readable\_summary(model, feature\_names, …) extracts top‑N features per label for human‑readable analysis ("žmogystai").

**4.4 Mastery (roll‑up)**

* generate\_mastery(zmogystai=…, chunk\_folder=…, output\_path=…) aggregates across label chunks to compute per‑label totals: TP/SL hits, total occurrences, win‑rate, average time‑to‑hit, plus combined long/short summaries, and saves a mastery\_\*.csv.

**4.5 Black‑Box Opinion**

* black\_box\_opinion(model, X, y\_true, df\_original, model\_tp, model\_sl, threshold, class\_names, output\_path) decodes predictions, gates them by confidence **and** bar‑level gate\_long/gate\_short, computes stats per label, and dumps a CSV.
* Includes **SHAP** explainability with a dynamic threshold to filter noisy attributions and prints SHAP array diagnostics (shape per class).
* Maintains best\_blackbox\_opinion.txt with a crude coefficient for “best run” tracking.

**4.6 Stage‑2 Simulation & Feedback**

* run\_stage2(file\_path, tp, sl, initial\_balance, leverage, fee, model\_path, threshold) loads the best checkpoint, enforces feature presence/types, and generates executable signals.
* Produces: preds\_log\_tpX\_slY.csv, simuliacijos\_outputas\_tpX\_slY.csv (trade list with entry/exit bar idx, reason, PnL%), and feedback\_bank\_tpX\_slY.csv (per‑bar boost = 1.2 for wins, 0.8 for losses; neutral otherwise).
* plot\_box\_steps(…) overlays AEA boxes, entries, and exits for visual checks (optional).

**4.7 Infra Utilities**

* tqdm\_updater(q, total\_steps) renders a global progress bar as label rows are generated by workers.
* RAM footprint helpers (estimate\_gb, system\_used\_ram\_gb).

**5) Files In / Out (quick index)**

**Inputs**

* WITH\_BTC\_USDT\_1m\_part\*.csv – feature‑rich candles from Stage‑1 (ccxt + OF merge).
* (Optional) OOS\_FILE – out‑of‑sample part for preview plots.

**Models / Encoders**

* encoder.joblib – global class encoder for all TP/SL labels.
* checkpoints/model\_part{N}.joblib – best‑so‑far models per trained chunk.

**Labels & Training Artifacts**

* labeliai/tp{tp}\_sl{sl}\_look{L}\_part{N}.csv – generated labels.
* mastery\_tp{tp}\_sl{sl}\_look{L}\_part{N}.csv – mastery roll‑ups.
* black\_box\_opinion\_tp{tp}\_sl{sl}\_look{L}\_part{N}.csv – execution stats + confidence.

**Stage‑2 Simulation**

* preds\_log\_tp{tp}\_sl{sl}.csv – per‑bar predictions with confidences.
* simuliacijos\_outputas\_tp{tp}\_sl{sl}.csv – executed trades with reasons & PnL.
* feedback\_bank\_tp{tp}\_sl{sl}.csv – boosts per bar\_idx for curriculum‑style weighting.

**6) How to Run**

**6.1 Quick Start (single machine)**

1. Ensure **Stage‑1** produced WITH\_BTC\_USDT\_1m\_part\*.csv feature files.
2. Set training grid near the top:
   * tp\_values = [0.10], sl\_values = [0.10], lookahead\_values = [20] (example).
   * n\_jobs, batch\_size per your CPU/RAM.
3. Execute **AI2D.py**. It will:
   * Fit a global encoder.joblib for all classes;
   * Parallelize over (tp, sl, lookahead) with joblib (backend loky);
   * Generate labels → train → checkpoint → mastery → black\_box\_opinion.
4. Optionally call run\_stage2() (already invoked inside the training loop for OOS checks) to generate sim outputs for selected TP/SL.

**6.2 Environment Notes**

* Python 3.11+ recommended; requires: xgboost, scikit‑learn, pandas, numpy, joblib, tqdm, pympler, psutil, scipy, shap, matplotlib.
* On Windows, freeze\_support() is used for safe multiprocessing.

**7) Trading/Label Math (essentials)**

* **Net→gross conversion:** SL/TP price distances are computed to achieve **net** PnL after fees; because the strategy uses leverage and caps max\_used\_balance, we compute **position value** = used\_balance \* leverage, add **fee\_total** = position\_value \* fee \* 2 for round‑trip, and derive required price moves for TP/SL.
* **Direction logic:** entry side comes from AEA triggers and regime bias (accumulation/distribution) with spike filters and body‑size caps.

**8) Operational Tips**

* Keep encoder.joblib in sync with the **full class universe** you intend to train; regenerate if you add/remove TP/SL levels.
* If you change features, update the **entry\_features** list in Stage‑2 to avoid “missing columns” errors.
* Use SHOW\_BOX\_PREVIEW=True to visually sanity‑check AEA boxes vs. executed trades.
* Monitor best\_blackbox\_opinion.txt and checkpoints/best\_metric\_\*.txt to track improvements.
* Mastery roll‑ups are most useful when you aggregate across many chunks/parts.

**9) Minimal Example (pseudo‑flow)**

for tp in tp\_values:

for sl in sl\_values:

for L in lookahead\_values:

# Label + train + artifacts

generate\_labels\_and\_train(tp, sl, L)

# Then stage‑2 on OOS

run\_stage2("WITH\_BTC\_USDT\_1m\_part2.csv", tp=0.10, sl=0.10)

This extended section should give you a clear, reproducible spec for **AI2D.py** and how it plugs into the broader pipeline.

**Author: Lukas Svešnikovas**